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Abstract: As the adoption of continuous delivery practices increases in software organizations, different contexts struggle to make it scale for their products in a long-term evolution scenario. Several studies point out the software architecture as a relevant factor for successfully achieving continuous delivery goals. This technical report presents the research protocol for a systematic literature review to explore the relationship between the software architecture and delivery capability. From goals to analysis, we describe the rationale and planned procedures to investigate this matter.
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1. Introduction

1.1. Context

Organizations developing software-intensive solutions, involving innovation or meaningful time-to-market constraints, need to constantly adapt to untimely changes so that they can achieve business goals in face of a dynamic and competitive market. In this scenario, organizations need to adopt software practices assuring that new features can be quickly available as quality products or services in an end-to-end perspective.

Hence, the software industry has shown an increasing interest and adoption for practices establishing a more continuous flow for the software lifecycle, taking into account the need for change on how software has been conceived, developed and maintained over the last years, especially in the context of uncertainty and technological innovation. This new thinking regarding the software lifecycle has been named Continuous Software Engineering (CSE) (Fitzgerald and Stöl, 2015) (Figure 1), since it includes practices requiring a more constant pacing to be performed.

Figure 1. Continuous Software Engineering [adapted from (Fitzgerald and Stöl, 2015)]

Firstly, agile development practices as short iterations fostered rapid releases, making strong use of automation, mainly in software build and testing activities. Such automation usually happens in the context of the Continuous Integration (CI) practice (Beck and Gamma, 2000). Lately, with the perceived agility by the use of CI, an extension was proposed with an additional step: the automated deployment. This step is responsible for, after successfully executing tests, make the application available in a functional state and configured in another environment, staging or production. This extension is the so-called Continuous Delivery or Continuous Deployment (CD) (Humble and Farley, 2010).

Rapid release practices decrease the software development cycle, delivering it as fast as possible and triggering the continuous evolution. Unlike plan-driven approaches, projects adopting these practices start evolutive maintenance just after the first release, usually
conceived as an MVP (Minimum Viable Product), consisting of core functionalities. Therefore, the transition from development to maintenance stage became blurred.

In this context, methods and practices supporting software development and operation, along with supporting tools, are proposed and released in the market (by industry or academia) aiming at making the achievement of goals easier, particularly w.r.t. time to deliver software products and services (Bosch, 2014). However, several technologies have neither proven their effectiveness or efficiency in providing the intended or claimed benefits nor known limitations associated with their continuous use. Additionally, there is not enough evidence to support decision making in the organizations on the adequacy of such technologies to their contexts, causing the failure of initiatives to introduce them with the goal of improving processes with respect to delivery velocity, changeability, and the improvement of the product or service quality. Some challenges associated with the introduction of such practices include:

- Increase effort on testing activities, including test automation, to keep up with constants changes (Marschall, 2007) (Olsson et al, 2013) (Mäntylä et al, 2015) (Claps et al, 2015) (Leppänen et al, 2015) (Rodríguez et al, 2017);
- Increase of the software failure rate for not having enough time to plan and execute efficient tests (Marschall, 2007) (Claps et al, 2015);
- Increase of the architectural decay during continuous software evolution (Riaz et al, 2009);
- Growth of Technical Debt (TD) due to reduced time for planning the implementation of change requests (Mäntylä et al, 2015);
- The domain in which a company operates (telecommunications, embedded systems, games…) may impose restrictions on rapid release practices (Leppänen et al, 2015) (Rodriguez et al, 2017);
- Resistance by the software teams to changes required when adopting rapid release processes (Leppänen et al, 2015) (Rodriguez et al, 2017);

Additionally, Rodriguez et al (2017) identified the following ten groups of factors contributing to the adoption of continuous deployment: fast and frequent release, flexible product design and architecture, continuous testing and quality assurance, automation, configuration management, customer involvement, continuous and rapid experimentation, post-deployment activities, agile and lean, and organizational factors.

Particularly, in this study we are concerned with issues associated with software architecture, including its evolution, decay and technical debt, on the use of rapid release practices, which may impact directly on the delivery capability.

Delivery and deployment capability are represented by the minimum frequencies (time) at which software teams can deliver or deploy software artifacts (Mäkinen et al, 2016). In this sense, two frequency metrics can be used: (1) the actual releasable software cycle,
which represents the cycle a development team takes to produce an artifact that could be released, but factors out of control of the team prevent such release; and (2) the actual release cycle means how often the software artifact is actually released. We are particularly interested in the first given perspective.

A possible explanation for the relationship between internal quality (including architecture, and other internal quality elements) and other internal quality elements may have influence on delivery capability. This is concerned with several aspects of delivery capability:

- Delivery Cycle Time: the time between a feature is elicited and deployed;
- Delivery Lead Time: the time between a feature is identified and deployed;
- Delivery Frequency: between consecutive deliveries to the operational environment;
- Delivery Quality: in terms of defects identified “in the wild”;

The delivery capability is affected by elements of the software architecture in the context of continuous delivery and deployment practices.

1.2. Problem

The literature on Continuous Delivery and Deployment recognize flexible product design and architecture as an important factor (Rodríguez et al, 2017) (Laukkanen et al, 2017) for its successful adoption. However, no further detail or strategies are given to characterize architectural solutions for CD. Additionally, scientific evidence reveals the incidence of internal quality decay caused by the adoption of rapid releases in the context of open source and industrial software development (Torkar et al, 2011) (Codabux and Williams, 2013). In addition, Codabux and Williams (2013) show that architectural decay is one of the most difficult problems associated with internal quality to handle. This way, the main problem to be investigated in this study regards how the software architecture, including its continuous evolution using rapid releases practices like CI/CD, affects the delivery capability.

1.3. Research Goals

The main goal of this study is to build a theoretical model by capturing and synthesizing evidence from the literature to describe how (i.e., causal mechanisms) delivery capability is affected by elements of the software architecture in the context of continuous delivery and deployment practices.

The delivery capability is associated with the frequency at which the software team makes a new feature available in the operating environment to the potential users. This research is concerned with several aspects of delivery capability:

- The quality of the delivery, in terms of defects identified “in the wild”;
- The cycle time for features to be delivered to the operational environments (the time between a feature is identified and deployed);
- The lead time between for features to be delivered to the operational environments (the time between a feature is elicited and deployed);
- Delivery Frequency between consecutive deliveries to the operational environment.

This research will identify the elements in the software development lifecycle that have influence on delivery capability (as measured by the above attributes). These elements might come in the form of architectural styles, patterns, the quality of the concrete architecture, and other internal quality elements.
A theoretical model capturing the mechanism by how factors associated with continuous evolution influence on the delivery capability allows foreseeing semi-quantitatively (trends instead of absolute values) at which evolution step the architecture starts to decay significantly. This is relevant since a negative impact on the delivery capability slows down product releases and increases maintenance costs.

Finally, a systematic review synthesizing scientific evidence from the literature can drive the building of this theoretical model as sparse evidence is available, but there is no work explaining how this behavior occurs in the context of continuous delivery and deployment. Causal mechanisms, i.e., constructs (factors, mediators and moderators, and response variables) along with propositions, can be identified in field study reports.

2. Research Questions

RQ1: Which architectural characteristics contribute to the delivery capability?

RQ1.1: What are the variables concerning the quality of the concrete architecture (factors, mediators and moderators) influencing the delivery capability?

RQ1.2 How does the quality of the concrete architecture impact the delivery capability?

RQ1.3: How do these variables relate among each other to contribute to the delivery capability?

RQ1.4: How does the effect of the identified variables evolve over time?

RQ2: Does developers’ confidence on automated tests, recommended for CI/CD practices, restrict the architecture and design quality?

3. Search Process

3.1. Sources

We are considering automated and manual search strategies. For digital libraries, the following are selected as they include the most relevant venues on continuous software engineering (agile and lean software development) and software architecture (decay and microservices):

- Scopus
- IEEEXplore
- Web of Science

We are excluding non-scientific results as the main goal is to synthesize scientific evidence for developing a theoretical model. Manual search will be conducted by snowballing included papers after the full reading.
3.2. Control Papers


3.3. Search Strategy

The search strategy for this research involves the use of two search mechanisms Automatic Search and Snowballing. Automatic search will be executed first. The results from the automatic search process will be subjected through the steps of this SLR (selection and data extraction), and the resulting papers will be used as seed to the snowballing procedure. This way, forward and backward snowballing will be executed. Papers from the snowballing search mechanisms will be evaluated using the same criteria as was used in the Automatic Search.

For the automatic search, one reviewer will apply the search string on the selected engines. And, for the snowballing, the collection of papers will be divided among the three reviewers.

3.4. Search String for Automatic search engines.

Involved concepts: continuous delivery and software architecture.

("continuous* evol*" OR "continuous architecting" OR "continuous software evolution" OR "continuous delivery" OR "continuous deployment" OR "continuous integration" OR "continuous software engineering" OR "rapid releases" OR "rapid fielding") AND ("software architecture" OR "software design" OR "architectural design")

3.5. Considerations for the snowballing search process

The guidelines proposed by Wholin (2014) for conducting snowballing in systematic literature studies will be followed in the research. In particular, we draw attention to the following decision taken:

- **Tools:**
  - Backward snowballing data will be based on Title from the reference section of the selected papers
  - Forward snowballing data will be taken from Scopus, IEEE, and Web of Science (duplicates will be deleted)

- **Seeds**
  - Seeds for the snowballing process will be the resulting papers (after data extraction) from the automatic search mechanism
○ Review of consistency

Before initiating the snowballing process, the Seeds set will be checked against the criteria detailed in the guidelines (diversity of community of practice, the size of the seed set, diversity of authors and publishers). This might result in divergences between the snowballing seeds and the output from the automatic search process (See section Revision of seeds).

3.6. Inclusion/Exclusion Criteria

We are adopting the following criteria.

Inclusion Criteria:

I1: Discuss continuous delivery.

I2: Discuss software system’s architecture within the continuous delivery in terms of its variables (factors, mediators and moderators).

I3: Present an empirical/experimental study or experience report with observations in the context of continuous delivery.

Exclusion Criteria:

E1: Gray literature.

E2: Papers not written in English.

E3: The same study reported twice, the most complete report will be considered.

E4: Paper presenting no empirical/experimental evidence (only proposal).

E5: Papers discussing build system’s architecture, including testing harness.

3.7. Selection Procedure

Three researchers will conduct this review (R1-R3). Reviewers will select the returned papers from the sources based on the pre-defined criteria. Every selection should be reviewed by one of the other reviewers. This way, every selected paper should be included after two reviewers agree upon the inclusion.

To guarantee the coherence of the researchers criteria, ten papers will be randomly selected and distributed to R1-R3, who will then classify them as Include, Uncertain, Exclude independently and the set will be revised by the research team until the rationale for each classification is reached.

Finally, the whole set of papers will be divided in thirds. Each researcher will review two thirds of the papers. Selection process will be guided by the following table [adapted from Petersen et al (2015)]. Papers classified as F will be excluded. Papers classified as C and D will be read in full to justify inclusion/exclusion.
4. Information Extraction

The information to be extracted from the selected papers is presented in Table 1.

<table>
<thead>
<tr>
<th>Field</th>
<th>Description</th>
<th>RQ</th>
</tr>
</thead>
<tbody>
<tr>
<td>Bibliographic information</td>
<td>Title, authors, affiliations, abstract, publication venue and date, ...</td>
<td>N/A</td>
</tr>
<tr>
<td>Variables and quality metrics influencing delivery capability</td>
<td>Architecture-related factors, moderators and mediators impacting on the delivery capacity, as well as their associated description/definition and how they are measured in the study.</td>
<td>RQ1</td>
</tr>
<tr>
<td>Direction of the influence</td>
<td>Positive or Negative. Explain</td>
<td>RQ2 and RQ3</td>
</tr>
<tr>
<td>Measurement/Metric for delivery capability</td>
<td></td>
<td>RQ2</td>
</tr>
<tr>
<td>Evolution perspective</td>
<td>Is the paper discuss variables in the perspective of evolution (over time)?</td>
<td>RQ4</td>
</tr>
<tr>
<td>Type of study</td>
<td>Controlled experiment, case study, action-research, other observational studies.</td>
<td>N/A</td>
</tr>
<tr>
<td>Contextual information</td>
<td>Characteristics from the organization, product, and/or project in which the evidence was observed.</td>
<td>N/A</td>
</tr>
<tr>
<td>Architectural elements described in the paper</td>
<td>Passage detailing the architectural elements or issues</td>
<td>RQ1</td>
</tr>
<tr>
<td>Concrete architecture described in the paper</td>
<td>Evidence of implementation of the architectural style into a concrete architecture</td>
<td>RQ1</td>
</tr>
</tbody>
</table>

5. Quality Appraisal Criteria

We derived our quality criteria (Table 2) based on (Runeson and Höst, 2009)(Kitchenham et al, 2012), so that we included a more qualitative set of criteria for evaluating quality and a more experimental set, respectively. All questions have an equal weight and must be
answered with a score up to 2pts, with possible values being No (0), Partially (1), or Yes (2). This way, the paper quality score, ranging from 0 to 10, is the sum of all answer scores divided by 2.

Table 2. Quality appraisal criteria

<table>
<thead>
<tr>
<th>ID</th>
<th>Quality Criterion</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td><strong>Category: questions on aims</strong></td>
</tr>
<tr>
<td>QC1</td>
<td>Are the objectives, research questions, and hypotheses (if applicable) clear and relevant?</td>
</tr>
<tr>
<td>QC2</td>
<td>Is the suitability of the case to address the research questions clearly motivated?</td>
</tr>
<tr>
<td></td>
<td><strong>Category: questions on design, data collection, and data analysis</strong></td>
</tr>
<tr>
<td>QC3</td>
<td>Do the authors describe the cases (samples or experimental units)?</td>
</tr>
<tr>
<td>QC4</td>
<td>Do the authors describe the design of the study?</td>
</tr>
<tr>
<td>QC5</td>
<td>Do the authors describe the data collection procedures and define the measures?</td>
</tr>
<tr>
<td>QC6</td>
<td>Do the authors define the (quantitative/qualitative) data analysis procedures?</td>
</tr>
<tr>
<td>QC7</td>
<td>Is a clear chain of evidence established from observations to conclusions?</td>
</tr>
<tr>
<td>QC8</td>
<td>Are threats to validity analyses conducted in a systematic way and are countermeasures taken to reduce threats?</td>
</tr>
<tr>
<td></td>
<td><strong>Category: questions on study outcome</strong></td>
</tr>
<tr>
<td>QC9</td>
<td>Do the authors state the findings clearly?</td>
</tr>
<tr>
<td>QC10</td>
<td>Is there evidence that the study can be used by other researchers/practitioners?</td>
</tr>
</tbody>
</table>

6. Results

Applying the search strings on the selected engines in January 2019, we got the results:

<table>
<thead>
<tr>
<th>Engine</th>
<th>Papers</th>
</tr>
</thead>
<tbody>
<tr>
<td>Scopus</td>
<td>444</td>
</tr>
<tr>
<td>IEEE</td>
<td>79</td>
</tr>
<tr>
<td>Web of Science</td>
<td>46</td>
</tr>
<tr>
<td><strong>Total</strong></td>
<td><strong>569</strong></td>
</tr>
<tr>
<td>Removing Duplicates</td>
<td>476</td>
</tr>
</tbody>
</table>
Additionally, the engines provided the following duplications:

<table>
<thead>
<tr>
<th>Involved Engines</th>
<th>Papers</th>
</tr>
</thead>
<tbody>
<tr>
<td>Scopus internal</td>
<td>7</td>
</tr>
<tr>
<td>Scopus and IEEE</td>
<td>29</td>
</tr>
<tr>
<td>Scopus and Web of Science</td>
<td>25</td>
</tr>
<tr>
<td>Scopus and IEEE and WoS</td>
<td>32 (16x2)</td>
</tr>
</tbody>
</table>

6.1. Automatic search method

From the 468 papers, we selected 25 for the full reading and extraction. From these, we excluded 13 papers after the full reading. Mostly, these exclusions were motivated by (1) the lack of presentation or discussion of architectural elements and/or (2) the lack of an empirical/experimental study providing evidence. We present the list of included papers for the information extraction in the following:


[S8] Mårtensson, Torvald, Daniel Stähl, and Jan Bosch. "Continuous integration


6.2. Snowballing method

Revision of seeds

We reviewed the seeds for possible bias due to authorship and communities. Out of the 12 seeds, three authors repeat (S. Bellomo, L. Chen, and Shahin and Babar). Even though, we decided to keep all papers from the automatic search method to use as seeds because:

- The two papers by Bellomo look at different aspects.
- Though papers from Chen and Shahin and Babar might describe the same research, the difference in publication year might result in losing forward citations if only the newest ones are selected (y. 2018).

Results from the snowballing search method

Using the papers listed in Section 6.1, we searched backwards for each paper. Therefore, the reviewer applied the selection (inclusion/exclusion) criteria using the paper titles in their references section. Besides, we searched for papers citing these seeds in the established search engines (Section 3.1) and also applied the selection criteria.

From these references and citations, we selected 21 candidates from the backward snowballing and 18 from the forward. Then, we reviewed these candidates in a full reading and, based on the selection criteria, we included two additional paper to the review:


At the end, we extracted information from a total of 14 papers, according to the extraction form presented in Section 4.
6.3. Quality appraisal results

Following the criteria defined in Section 5, the 14 studies were assessed as shown in Table 3. As stated before, the paper quality score, ranging from 0 to 10, is the sum of all answer scores divided by 2. The median for the 14 papers is 5, which indicates that a significant part of the papers (half) was evaluated as relatively low quality.

Table 3. Papers’ quality appraisal

<table>
<thead>
<tr>
<th>Study ID</th>
<th>QC1</th>
<th>QC2</th>
<th>QC3</th>
<th>QC4</th>
<th>QC5</th>
<th>QC6</th>
<th>QC7</th>
<th>QC8</th>
<th>QC9</th>
<th>QC10</th>
<th>Total score</th>
</tr>
</thead>
<tbody>
<tr>
<td>S1</td>
<td>2</td>
<td>1</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>1</td>
<td>0</td>
<td>2</td>
<td>2</td>
<td>8</td>
</tr>
<tr>
<td>S2</td>
<td>2</td>
<td>1</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>2</td>
<td>7.5</td>
</tr>
<tr>
<td>S3</td>
<td>2</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>2.5</td>
</tr>
<tr>
<td>S4</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>1</td>
<td>0</td>
<td>5.5</td>
</tr>
<tr>
<td>S5</td>
<td>2</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>2.5</td>
</tr>
<tr>
<td>S6</td>
<td>2</td>
<td>1</td>
<td>1</td>
<td>2</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>1</td>
<td>5</td>
</tr>
<tr>
<td>S7</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>S8</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>10</td>
</tr>
<tr>
<td>S9</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>9</td>
</tr>
<tr>
<td>S10</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>1</td>
<td>0</td>
<td>9.5</td>
</tr>
<tr>
<td>S11</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>10</td>
</tr>
<tr>
<td>S12</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>2</td>
</tr>
<tr>
<td>S13</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>S14</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>2</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>1</td>
<td>0</td>
<td>4</td>
</tr>
</tbody>
</table>

7. Analysis Procedure

The information to be extracted from selected papers is mostly qualitative. This way, Grounded Theory (GT) procedures should be performed to synthesize the findings using the same terminology, which allows a better categorization. The analysis should follow the GT three-phase process with open, axial, and selective coding. Also, it should aim to answer the research questions defined in Section 2. To that end, we define that the analysis must be exclusively performed using the extracted papers’ information contained in the extraction form.
The answers resulting from the analysis procedure will be given in the format of a theoretical model, or at least a set of constructs, which represents the explanations for how architectural elements impact on delivery capability. The model or constructs will be induced and deduced from the synthesis according to interpretative directions that will be given, particularly, by the axial and selective coding.

Induced findings will be presented in the analysis as evidence originated from the primary studies. It is also expected that we can deduce some outcomes, which will be presented as hypotheses in that case. Hypotheses can be particularly deduced from the missing linkings in the Paradigm of (Straus and Corbin 1990).
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