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Abstract

RoboCup, a soccer competition played by autonomous robots, raises a variety of hard
problems in different fields such as Artificial Intelligence and Dynamics. In particular,
vision is the essential input to take actions based on this highly dynamic environment
and, although traditional techniques might be cheaper for object detection, new rules
such as multicolored balls require more robust detection methods and allow a signif-
icant computing power improvement. Given these recent changes, this work presents
a solution for ball localization using convolutional neural networks (CNNs), a largely
applied machine learning technique holding the state of the art technology for several
imagery problems. To perform the object detection, we train the CNN with robot’s
camera images as input and the ball’s coordinates relative to the robot as output.

1 Introduction

Since RoboCup started on 1997 [1], teams have relied on traditional color segmentation
and edge detection algorithms for the robot’s vision [2, 3]. These methods are faster and
easier to implement, not requiring data gathering and preprocessing for large datasets [4], a
key factor in this interdisciplinary competition. Besides that, given the real-time necessity
imposed by the game and the limited on-board computational resources enforced by the
robot’s embedded system, processing time is a critical constraint that also favors these
algorithms.

However, in the past few years, the competition has been changing its rules towards more
realistic game fields [5]. Allowing, for example, at most half of the ball to be formed by
any combinations of colors and additionally switching from artificial light to natural light.
These changes significantly impact traditional vision methods based on color histograms,
since the ball’s color distribution might vary based on angle and the environment’s light-
ning. It pushes competitors to come up with new solutions for these problems, aligning
with RoboCup’s dream of, by the middle of the 21st century, a team of fully autonomous
humanoid robot soccer players winning a soccer game against the winner of the most recent
World Cup.

At the same time, recent advancements on deep learning allowed a paradigm shift in
pattern recognition, from using handcrafted features together with statistical classifiers, to
using general-purpose learning procedures to learn data-driven representations, features,
and classifiers together. It has been specifically successful in vision problems, where it
achieved the state of the art results for several problems [6]. These methods require more-
over, more processing than traditional methods, becoming an issue for robotics’ applications.
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Inspired by this recent trend [7, 8], this work proposes a robust solution to the this more
complex setting and starts to think about 2050 [9], facing this computing power challenge
by adapting convolutional neural networks (CNNs) for RoboCup’s ball localization.

In session 2, we describe the general theory behind CNNs, while section 3 goes deeper
into the specifics of this experiment, ranging from the dataset description, to the proposed
architecture and section lastly presents the results achieved and their discussion.

2 Convolutional Neural Networks

2.1 Overview

Neural Networks are a family of learning algorithms loosely inspired by the brain’s neuron
network. They have layers of nodes inter-connected by weighted edges, similarly to the
architecture of neurons connected by synapses. The network has predefined functions that,
parameterized with the edge’s weights, takes an input an applies a sequence of functions
to produce an output. In each inner layer, each node performs a dot product between
its previous layer neighbors’ output and the incoming edge weight, adding this value with
its own bias, as demonstrate in Figure 1. Then, it takes this sum and applies a chosen
activation function to introduce non-linearity to the model, forwarding the result to the
next layer. In Neural Networks, this non-linearity is a key element because it allows the
model to recognize more complex patterns and, differently from linear classifiers, can learn
separately distinct variations of the same class.

Figure 1: Artificial Neuron’s representation, from [10]

During training, the network uses a suitable cost function to compare its output to the
expected value. Its goal is to minimize this output cost adapting the network’s parameters,
the edge weights. In order to accomplish this task, the network uses backpropagation,
an algorithm to compute the gradient of the cost function with respect to each weight.
Knowing the gradient allows the neural network to adjust its parameters accordingly, rerun
with the new parameters and decrease its cost. This training phase consists of several
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iterations of this cost computing and backpropagation process optimization and, in case
its well-designed, should converge to a minimum with a low cost. So, another similarity
with their biological motivations can be observed from neural networks’ behavior; they are
feature learning methods, where no specific task is given, but the model learns and adapts
based on expected output for each input.

2.2 Layers

A Convolutional Neural Network (CNN) differs from traditional Neural Networks by the
existence of convolutional layers. These networks hold state of the art solutions for image
classification [11, 6, 12] and object detection [13, 14, 15], and their architecture give a clue
for the existence of these results. Firstly, unlike the normal version that requires an 1D
conversion for the input, convolutional layers take multidimensional vectors, allowing spacial
feature extraction. Additionally, although fully connected layers, i.e., layers where every
node between sequential layers have edges between them, are ideal, they are impractical for
a large number of nodes. So, convolutional layers are locally connected, where each neuron
is connected to only a local region of the input and, although there’s a loss in this design,
in images, where spatial correlation is usually local, its impact on results is attenuated.

As illustrated in Figure 2, convolutional layers work like a sliding windows convolving
through the input’s width and height, computing dot products between the input and
its parameters, the kernel. It produces a 2-dimensional activation map at every spatial
location and, at each training iteration, learns filters that activate on visual features at
these locations.

Figure 2: Convolutional Layer Representation, from [10]

After convolutional layers, it is common practice to insert Pooling layers in CNNs. This
kind of layer reduces tensor spatial size, decreasing the number of parameters in the following
layers and speeding up the networks output computation. The most utilized function for
this layer is the max pooling, where a filter is applied spatially through it, getting the
maximum value in that region. Figure 3 exemplifies a 2x2 filter max pooling layer applied
to a tensor, downsampling its width and height by half.
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Figure 3: Pooling Layer Example, from [10]

Finally, after a sequence of convolutional and pooling layers, the network is smaller
enough so that fully connected layers can be applied. These layers then produce the output
according to the expected dimensions, preparing for cost computation.

3 Experiment

This experiment focused on a small network, with only a few layers, given the robots
restraints previously mentioned. First, in 3.1, we discuss the dataset created for this work
and in 3.2 present the design decisions for the network used. Later, we go deeper into the
technical details on how the experiment was run and present the achieved results.

3.1 Dataset Description

Figure 4: Dataset example image, taken from simulator’s robot camera
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As previously mentioned, CNNs need larges datasets [4]. For our experiment, we used
Webots, a robotics simulator, to create RoboCup’s environment [16]. As demonstrated in
Figure 4, the ball was colored black and white and the field had an additional NAO robot.
We took automated periodic snapshots from the robot’s camera in different situations and
the corresponding ball’s relative position with respect to the robot. The ball appears at
least partially in all images, in distances ranging from 1 to 5 meters. The dataset contains
400 images of dimension 400 × 300 × 3 without any preprocessing, from which 350 were
used for training and 50 for testing.

3.2 Proposed Architecture

Our experiment was based in a short version of deep neural networks in order to comply
with the robot’s constraints. So, as illustrated in Figure 5, it has only two convolutional
layers followed by max pooling layers and two fully connected layers before generating the
output.

Figure 5: Convolutional Neural Network model

For the convolutional layers, we used kernels of size 9 and 5. The size drop is applied to
adapt to the second convolution layer’s dimension, resulted from max pooling that dropped
the dimensions by half.

In all cases, the rectifier linear unit (ReLU) function, defined in Equation 1, is applied
as the activation function. It’s simpler, has higher efficiency and does not have problems
such as the gradient vanishing one observed in other traditional functions such as sigmoid
and tanh [17, 18].

h(x) = max(0, x) (1)

A common problem faced in machine learning systems is overfitting, i.e., becoming too
adapted to the training dataset and not to the desired general problem. In order to solve
this problem, a couple of regularization techniques were applied. During training, fully
connected layers randomly discard values according to a constant in each iteration, in a
process known as dropout. It increases training loss but makes our model more general and
thus reduces overfitting for the input. Another method applied is adding a function of the
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network’s weights as part of the cost function. The network then tries to minimize the
weights, simplifying the model and reaching better results.

After the fully connected layers, we need to apply a suitable cost function for our
problem. Since we are using the robot’s coordinates as the ground truth, we compute
the Euclidean distance between the predicted and truth coordinates, our measuring error,
as stated in Equation 2. The cost will be then described as the mean of the relative error
for this metric.

c(x) =
1

n

n∑ dist(f(xi) − yi)

dist(yi)
(2)

Once the cost is computed, backpropagation starts. To determine the next weights, an
algorithm must be applied to solve the minimization problem. In this work, the stochastic
gradient descent algorithm, that takes a step towards the gradient and recomputes the
parameters, is used. This step is based on a hyperparameter called learning rate, which,
if too big, can lead the network to diverge regions and in case is too small, can trap the
parameters in local minima regions, with global high costs.

After the convolutional neural network’s training process, we evaluate it against our test
dataset. The metrics analyzed were error, as computed by Equation 2, and average absolute
angle error from the predicted ball’s location to its real position. The former metric can
reveal the real detection’s impact on RoboCup for larger distances, since the direction can
be sufficient for the robot’s decision taking.

Finally, to implement the network’s code, we used Google’s TensorFlow [19], an open
source machine learning and deep neural networks framework. It provides the main layer
implementations, functions and metrics optimized for running in both CPU and GPU,
besides all the necessary structure to train and test these networks.

3.3 Results and Discussion

The Convolutional Neural Network was run for 1000 iterations, for a few tests. Regarding
the learning rate, for a value of 0.0001, the network reached an average error of 90%. Increas-
ing this hyperparameter to 0.01 decreased the error to 45%. As mentioned in Section 3.2,
regularization techniques were applied in order to reduce overfitting, so the training cost
shown in Figure 6b becomes several orders of magnitude greater than than the computed
error in Figure 6a. Altough odd, this decision improved the final error to 38%.

Despite of the previously stated advancements, the obtained result is not enough for
practical usage and one of the main factors for it was the dataset quality. First, it had only
400 images, an insufficient number for the CNN to detect the expected patterns. Besides
that, the simulator is not the ideal source of images, constraining the diversity of situations
on the acquired data and therefore limiting the CNN’s ability to recognize the general
problem. Additionally, as noted by the learning rate decision impact, hyperparameter
tuning is very important in CNNs. So, dropout rates, learning rate and kernel sizes play a
significant result of the final outcome. Lastly, weight initialization also has a powerful impact
on the initial region to be optimized, where a bad initial decision can lead to bad results
for any experiment. From a design perspective, another factor is the chosen output format.
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(a) Graph of Log Error x Iteration (b) Graph of Training Cost x Iteration

Even though they are linearly related, world coordinates instead of images coordinates
might have affected CNNs ball’s localization’s effectiveness worse than expected.
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