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Abstract. The educational environment usually emphasizes learning as a declarative and procedural process. However, there are other crucial components that can be considered, such as the Perceptual Learning (PL), related to the ways the information is perceived and extracted. A way to model the PL approach is through Perceptual Learning Modules (PLMs), a set of multiple-choice questions in which each available choice is mapped to a learning pattern. Currently, there are initiatives related to PLM practices in mathematics, flight learning, medicine and language educational areas. This Technical Report is a reference document, not peer-reviewed, that aims to document a set of 64 PLM multiple-choice questions designed to Introductory Programming (CS1) courses in Python language, therefore allowing our work to be replicated by other researchers. The actual use of the PLM questions and the analysis and discussion of its impact on a CS1 course will be addressed in further works.
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1. Introduction

Kellman et al. [1] explain that usually the educational environment emphasizes learning as a declarative and procedural process. However, the authors also point out that there are other crucial components to be considered, such as the Perceptual Learning (PL), related to the ways the information is perceived and extracted. The authors applied these ideas in the form of **Perceptual Learning Modules (PLMs)** – a set of multiple-choice questions in which each available choice is mapped to a learning pattern – in the mathematics learning.

Quoting Kellman et al. [1] “*unlike conventional practice in solving problems, learners in PLMs typically discriminate patterns, compare structures, make classifications, or map structure across representations*”.

Besides the Kellman et al. [1] study in the mathematics field, there are successful initiatives related to PLM practices in the flight learning [3], medicine [4] and language [5], educational areas. Our motivation and also research hypothesis is that it is possible to design PLMs to Introductory Programming Courses (CS1) [2], also having a positive impact in this learning environment.

This Technical Report is a **reference document**, not peer-reviewed, that aims to document a set of 64 PLM multiple-choice questions designed to CS1 courses in Python language, **therefore allowing our research to be replicated by other researchers**. The actual use of the PLM questions and the analysis and discussion of its impact on a CS1 course will be addressed in further works.

This Technical Report is organized as follows: Section 3 describes how the PLM questions were designed; Section 4 presents all 64 PLM questions and; in Section 5 we make the acknowledgments. Appendix 1 presents the details related to the constraints used to organize the patterns mapped to the question’s wrong choices.
2. Materials and Methods

We designed the PLM questions through an iterative process, used to identify the main topics and patterns related to CS1 content in the Python language. Initially, 3 topics were defined: T1, related to arrays (lists); T2, related to loops; and T3 related to conditionals. We then identified 9 patterns related to these topics, as described in Table 1:

<table>
<thead>
<tr>
<th>Topic</th>
<th>Pattern ID</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>T1</strong></td>
<td>T1</td>
<td>Iterate over the array until the first element to satisfy a certain property is located.</td>
</tr>
<tr>
<td></td>
<td>P2-T1</td>
<td>Append an element to the array.</td>
</tr>
<tr>
<td></td>
<td>P3-T1</td>
<td>Copy the contents of an array to another array.</td>
</tr>
<tr>
<td><strong>T2</strong></td>
<td>T2</td>
<td>Carry out a preset number of iterations.</td>
</tr>
<tr>
<td></td>
<td>P2-T2</td>
<td>Carry out iterations while a certain property is true.</td>
</tr>
<tr>
<td></td>
<td>P3-T2</td>
<td>Carry out iterations until a certain situation is identified.</td>
</tr>
<tr>
<td><strong>T3</strong></td>
<td>T3</td>
<td>Check whether a number is in a certain interval</td>
</tr>
<tr>
<td></td>
<td>P2-T3</td>
<td>Choose an alternative from a set of options</td>
</tr>
</tbody>
</table>

Table 1. Patterns related to the topics (T1, T2, and T3). Each pattern received a unique ID, mapping it to its related topic. For example, the second pattern on Topic T1 was identified as P2-T1.

We then determined the Python structure syntaxes that would be mapped to the questions: loops (for in range, while and for each); conditionals (if); and arrays (lists) manipulation. The next step was to create the PLM questions, following these rules:

- If a pattern is associated with the loop syntax: to create 4 questions for each loop structure (i.e. 4 questions with for in range, 4 questions with while and 4 questions with for each).
- If a pattern is not associated with the loop syntax: to create 4 questions according to the mapped syntax.
Through this process, 64 PLM questions were designed, as described in Table 2. Each question received an ID with the format: *Question Number–Pattern Number–Topic Number*. For example, the question Q1-P2-T3 is the first question of the second pattern in Topic 3.

<table>
<thead>
<tr>
<th>Topic</th>
<th>Pattern</th>
<th>Python Syntax</th>
<th>Question ID</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>T1</strong></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Arrays (Lists)</td>
<td><strong>P1</strong></td>
<td>for in range</td>
<td>Q1-P1-T1</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Q2-P1-T1</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Q3-P1-T1</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Q4-P1-T1</td>
</tr>
<tr>
<td></td>
<td></td>
<td>for each¹</td>
<td>Q5-P1-T1</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Q6-P1-T1</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Q7-P1-T1</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Q8-P1-T1</td>
</tr>
<tr>
<td></td>
<td></td>
<td>while</td>
<td>Q9-P1-T1</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Q10-P1-T1</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Q11-P1-T1</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Q12-P1-T1</td>
</tr>
<tr>
<td></td>
<td><strong>P2</strong></td>
<td><em>Array manipulation</em></td>
<td>Q1-P2-T1</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Q2-P2-T1</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Q3-P2-T1</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Q4-P2-T1</td>
</tr>
<tr>
<td></td>
<td><strong>P3</strong></td>
<td>for in range</td>
<td>Q1-P3-T1</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Q2-P3-T1</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Q3-P3-T1</td>
</tr>
<tr>
<td></td>
<td></td>
<td>for each</td>
<td>Q5-P3-T1</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Q6-P3-T1</td>
</tr>
</tbody>
</table>

¹ We define *for each* as the *for* loop over a list of elements, in which *each* element is accessed in each iteration. For example:

```python
my_list = [10, 20, 30]
for element in list:
    print(element)
```
<p>| | | |</p>
<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>T2</strong></td>
<td><strong>Loops</strong></td>
<td></td>
</tr>
<tr>
<td></td>
<td><strong>P1</strong></td>
<td>Carry out a preset number of iterations.</td>
</tr>
<tr>
<td></td>
<td>for in range</td>
<td></td>
</tr>
<tr>
<td></td>
<td>for each</td>
<td></td>
</tr>
<tr>
<td></td>
<td>while</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Q7-P3-T1</td>
<td>Q8-P3-T1</td>
</tr>
<tr>
<td></td>
<td>Q9-P3-T1</td>
<td>Q10-P3-T1</td>
</tr>
<tr>
<td></td>
<td>Q11-P3-T1</td>
<td>Q12-P3-T1</td>
</tr>
<tr>
<td></td>
<td>Q1-P1-T2</td>
<td>Q2-P1-T2</td>
</tr>
<tr>
<td></td>
<td>Q3-P1-T2</td>
<td>Q4-P1-T2</td>
</tr>
<tr>
<td></td>
<td>Q5-P1-T2</td>
<td>Q6-P1-T2</td>
</tr>
<tr>
<td></td>
<td>Q7-P1-T2</td>
<td>Q8-P1-T2</td>
</tr>
<tr>
<td></td>
<td>Q9-P1-T2</td>
<td>Q10-P1-T2</td>
</tr>
<tr>
<td></td>
<td>Q11-P1-T2</td>
<td>Q12-P1-T2</td>
</tr>
<tr>
<td></td>
<td>Q1-P2-T2</td>
<td>Q2-P2-T2</td>
</tr>
<tr>
<td></td>
<td>Q3-P2-T2</td>
<td>Q4-P2-T2</td>
</tr>
<tr>
<td></td>
<td>Q5-P2-T2</td>
<td>Q6-P2-T2</td>
</tr>
<tr>
<td></td>
<td>Q7-P2-T2</td>
<td>Q8-P2-T2</td>
</tr>
<tr>
<td></td>
<td>Q1-P3-T2</td>
<td>Q2-P3-T2</td>
</tr>
</tbody>
</table>
Table 2. How each one of the 64 PLM questions was designed, accordingly to its topic, pattern and syntax in python language.

3. PLM Questions

The PLM questions were designed to match the template illustrated in Table 3:

<table>
<thead>
<tr>
<th>Question (Question_ID): Question_Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Consider the code excerpt below:</td>
</tr>
<tr>
<td>1. Question_Code</td>
</tr>
<tr>
<td>What does the above code do?</td>
</tr>
<tr>
<td>a) Right_Pattern</td>
</tr>
<tr>
<td>b) to e) other patterns following the constraints tables (see Appendix 1)</td>
</tr>
</tbody>
</table>

Table 3. PLM questions template
The template fields are:

- **Question_ID**: the question identifier, as described in Table 2. This is a control field, not supposed to be showed to students.

- **Question_Description (optional)**: Describes, when appropriate, what the programming code does (e.g. “Check whether the array contains only positive numbers”). This is a control field, not supposed to be showed to students.

- **Question_Code**: The programming code created to match the question pattern.

- **Right_Pattern**: The description of the pattern mapped to the question, as described in Tables 1 and 2.

- **b) to e) other patterns**: The wrong choices (wrong patterns) available in the PLM question. These choices can be random or follow any logical organization (e.g. in the total each pattern would be addressed as a wrong choice the same number of times). **However**, some patterns have **constraints**, so they do not allow determined patterns to be mapped as wrong choices, as the students could consider these patterns as the right answer. This situation is addressed in **Appendix 1**.

This section is organized as follows: subsection 3.1 presents the PLM questions related to Topic T1 (lists); subsection 3.2 presents the questions related to Topic T2 (loops) and; subsection T3 the questions related to the Topic T3 (conditionals).
3.1 Topic T1: Arrays (Lists)

3.1.1) Pattern P1-T1: Iterate over the array until the first element to satisfy a certain property is located.

**Question (Q1-P1-T1):** Search for an element in the array

Consider the code excerpt below:

```
2.   for i in range(n):
3.     if array[i] > 3:
4.         break
```

What does the above code do?

| a) Iterate over the array until the first element to satisfy a certain property is located. |
| b) to e) other patterns following the constraints tables (see Appendix 1) |

**Table 4.** Question Q1-P1-T1

**Question (Q2-P1-T1):** Check whether the array is ordered

Consider the code excerpt below:

```
1.   is_ordered = True
2.   for i in range(n - 1):
3.     if array[i] > array[i + 1]:
4.         is_ordered = False
5.         break
```

What does the above code do?

| a) Iterate over the array until the first element to satisfy a certain property is located. |
| b) to e) other patterns following the constraints tables (see Appendix 1) |

**Table 5.** Question Q2-P1-T1
**Question (Q3-P1-T1):** Check whether the array contains only positive numbers.

Consider the code excerpt below:

```python
1. only_positive = True
2. for i in range(n):
3.     if array[i] <= 0:
4.         only_positive = False
5.     break
```

What does the above code do?

| a) Iterate over the array until the first element to satisfy a certain property is located. |
| b) to e) other patterns following the constraints tables (see Appendix 1) |

**Table 6. Question Q3-P1-T1**

---

**Question (Q4-P1-T1):** Find a specific element in the array.

Consider the code excerpt below:

```python
1. found_element = False
2. for i in range(n):
3.     if array[i] == 10:
4.         found_element = True
5.     break
```

What does the above code do?

| a) Iterate over the array until the first element to satisfy a certain property is located. |
| b) to e) other patterns following the constraints tables (see Appendix 1) |

**Table 7. Question Q4-P1-T1**
**Question (Q5-P1-T1):** Find an element in the array.

Consider the code excerpt below:

```python
for a in array:
    if a > 3:
        break
```

What does the above code do?

- a) Iterate over the array until the first element to satisfy a certain property is located.
- b) to e) other patterns following the constraints tables (see Appendix 1)

*Table 8. Question Q5-P1-T1*

---

**Question (Q6-P1-T1):** Check whether the array only contains 0s and 1s.

Consider the code excerpt below:

```python
binary = True
for v in array:
    if v != 0 and v != 1:
        binary = False
        break
```

What does the above code do?

- a) Iterate over the array until the first element to satisfy a certain property is located.
- b) to e) other patterns following the constraints tables (see Appendix 1)

*Table 9. Question Q6-P1-T1*
**Question (Q7-P1-T1):** Check whether the array only contains positive numbers

Consider the code excerpt below:

1. is_positive = True
2. for a in array:
3.     if a <= 0:
4.         is_positive = False
5.     break

What does the above code do?

<table>
<thead>
<tr>
<th>a)</th>
<th>Iterate over the array until the first element to satisfy a certain property is located.</th>
</tr>
</thead>
<tbody>
<tr>
<td>b)</td>
<td>to e) other patterns following the constraints tables (see Appendix 1)</td>
</tr>
</tbody>
</table>

*Table 10. Question Q7-P1-T1*

**Question (Q8-P1-T1):** Check whether an array only contains odd numbers.

Consider the code excerpt below:

1. is_odd = True
2. for a in array:
3.     if a%2 == 0:
4.         is_odd = False
5.     break

What does the above code do?

<table>
<thead>
<tr>
<th>a)</th>
<th>Iterate over the array until the first element to satisfy a certain property is located.</th>
</tr>
</thead>
<tbody>
<tr>
<td>b)</td>
<td>to e) other patterns following the constraints tables (see Appendix 1)</td>
</tr>
</tbody>
</table>

*Table 11. Question Q8-P1-T1*
**Question (Q9-P1-T1):** Find an element in an array

Consider the code excerpt below:

```python
1. found = False
2. i = 0
3. while i < n and not found:
4.    if array[i] == 2:
5.       found = True
6.    i += 1
```

a) Iterate over the array until the first element to satisfy a certain property is located.

b) to e) other patterns following the constraints tables (see Appendix 1)

**Table 12.** Question Q9-P1-T1

---

**Question (Q10-P1-T1):** Check whether an array is ordered

Consider the code excerpt below:

```python
1. is_ordered = True
2. i = 0
3. while i < n - 1 and is_ordered:
4.    if array[i] > array[i + 1]:
5.       is_ordered = False
6.    i += 1
```

What does the above code do?

a) Iterate over the array until the first element to satisfy a certain property is located.

b) to e) other patterns following the constraints tables (see Appendix 1)

**Table 13.** Question Q10-P1-T1
**Question (Q11-P1-T1):** Check whether an array only contains positive numbers

Consider the code excerpt below:

```
1. is_positive = True
2. i = 0
3. while i < n and is_positive:
4.     if array[i] <= 0:
5.         is_positive = False
6.     i += 1
```

a) Iterate over the array until the first element to satisfy a certain property is located.

b) to e) other patterns following the constraints tables (see Appendix 1)

**Table 14.** Question Q11-P1-T1

**Question (Q12-P1-T1):** Look for the first element X in an array.

Consider the code excerpt below:

```
1. found_element_x = False
2. i = 0
3. while i < n and not found_element_x:
4.     if array[i] == x:
5.         found_element_x = True
6.     i += 1
```

a) Iterate over the array until the first element to satisfy a certain property is located.

b) to e) other patterns following the constraints tables (see Appendix 1)

**Table 15.** Question Q12-P1-T1
3.1.2) Pattern P2-T1: Append an element to the array.

**Question (Q1-P2-T1):** Add the number 4 to the array.

Consider the code excerpt below:

```python
1. my_list = [1, 2, 3]
2. my_list.append(4)
```

What does the above code do?

a) Append an element to the array.
b) to e) other patterns following the constraints tables (see Appendix 1)

**Table 16. Question Q1-P2-T1**

**Question (Q2-P2-T1):** Append the string "Beijing" to the array.

Consider the code excerpt below:

```python
1. world_capitals = ["Addis Abeba", "Canberra", "Ottawa"]
2. world_capitals = world_capitals + ["Beijing"]
```

What does the above code do?

a) Append an element to the array.
b) to e) other patterns following the constraints tables (see Appendix 1)

**Table 17. Question Q2-P2-T1**
**Question (Q3-P2-T1):** Append the number 1.55 to the array.

Consider the code excerpt below:

1. `my_list = [2.0, 5.1, 3.6, -7.76]`
2. `my_list.append(1.55)`

What does the above code do?

a) Append an element to the array.

b) to e) other patterns following the constraints tables (see Appendix 1)

**Table 18. Question Q3-P2-T1**

---

**Question (Q4-P2-T1):** Append an `int` object to the array.

Consider the code excerpt below:

1. `my_list = [5, "Carla", 3.66, -8e5]`
2. `my_list = my_list + [10]`

What does the above code do?

a) Append an element to the array.

b) to e) other patterns following the constraints tables (see Appendix 1)

**Table 19. Question Q4-P2-T1**
3.1.3) Pattern P3-T1: Copy the contents of an array to another array.

**Question (Q1-P3-T1):**

Consider the code excerpt below:

```python
1. new_list = []
2. for i in range(len(my_list)):
3.     new_list.append(my_list[i])
```

What does the above code do?

a) Copy the contents of an array to another array.
b) to e) other patterns following the constraints tables (see Appendix 1)

Table 20. Question Q1-P3-T1

**Question (Q2-P3-T1):**

Consider the code excerpt below:

```python
1. new_list = []
2. for i in range(len(my_list)):
3.     new_list = new_list + [my_list[i]]
```

What does the above code do?

a) Copy the contents of an array to another array.
b) to e) other patterns following the constraints tables (see Appendix 1)

Table 21. Question Q2-P3-T1
### Question (Q3-P3-T1):

Consider the code excerpt below:

1. array_b = list()
2. for i in range(len(array_a)):
3.     array_a.append(array_a[i])

What does the above code do?

- a) Copy the contents of an array to another array.
- b) to e) other patterns following the constraints tables (see Appendix 1)

**Table 22.** Question Q3-P3-T1

### Question (Q4-P3-T1):

Consider the code excerpt below:

1. B = []
2. for i in range(len(A)):

What does the above code do?

- a) Copy the contents of an array to another array.
- b) to e) other patterns following the constraints tables (see Appendix 1)

**Table 23.** Question Q4-P3-T1
Question (Q5-P3-T1):

Consider the code excerpt below:

1. new_list = []
2. for value in my_list:
3.   new_list.append(value)

What does the above code do?

a) Copy the contents of an array to another array.
b) to e) other patterns following the constraints tables (see Appendix 1)

Table 24. Question Q5-P3-T1

Question (Q6-P3-T1):

Consider the code excerpt below:

1. new_list = []
2. for value in my_list:
3.   new_list = new_list + [value]

What does the above code do?

a) Copy the contents of an array to another array.
b) to e) other patterns following the constraints tables (see Appendix 1)

Table 25. Question Q6-P3-T1
Question (Q7-P3-T1):

Consider the code excerpt below:

1. array_b = [0,1,2,3]
2. for v in array_a:
3. array_b.append(v)

What does the above code do?

- a) Copy the contents of an array to another array.
- b) to e) other patterns following the constraints tables (see Appendix 1)

Table 26. Question Q7-P3-T1

Question (Q8-P3-T1):

Consider the code excerpt below:

1. array_b = []
2. for v in array_a:
3. array_b = array_b + [v]

What does the above code do?

- a) Copy the contents of an array to another array.
- b) to e) other patterns following the constraints tables (see Appendix 1)

Table 27. Question Q8-P3-T1
**Question (Q9-P3-T1):**

Consider the code excerpt below:

```
1. new_list = []
2. i = 0
3. while i < len(my_list):
   4.   new_list.append(my_list[i])
   5.   i += 1
```

What does the above code do?

a) Copy the contents of an array to another array.
b) to e) other patterns following the constraints tables (see Appendix 1)

**Table 28. Question Q9-P3-T1**

---

**Question (Q10-P3-T1):**

Consider the code excerpt below:

```
1. new_list = []
2. i = 0
3. while i < len(my_list):
   4.   new_list = new_list + [my_list[i]]
   5.   i += 1
```

What does the above code do?

a) Copy the contents of an array to another array.
b) to e) other patterns following the constraints tables (see Appendix 1)

**Table 29. Question Q10-P3-T1**
**Question (Q11-P3-T1):**

Consider the code excerpt below:

1. B = list()
2. i = 0
3. while i < len(A):
4.   B.append(A[i])
5.   i += 1

What does the above code do?

a) Copy the contents of an array to another array.
b) to e) other patterns following the constraints tables (see Appendix 1)

**Table 30. Question Q11-P3-T1**

---

**Question (Q12-P3-T1):**

Consider the code excerpt below:

1. array_b = []
2. i = 0
3. while i < len(array_a):
4.   array_b = array_b + [array_a[i]]
5.   i += 1

What does the above code do?

a) Copy the contents of an array to another array.
b) to e) other patterns following the constraints tables (see Appendix 1)

**Table 31. Question Q12-P3-T1**

---
3.2) Topic T2: Loops

3.2.1) Pattern P1-T2: Carry out a preset number of iterations.

**Question (Q1-P1-T2):**

Consider the code excerpt below:

1. `for counter in range(11):`
2. `sum_value += counter`

What does the above code do?

<table>
<thead>
<tr>
<th>a) Carry out a preset number of iterations.</th>
</tr>
</thead>
<tbody>
<tr>
<td>b) to e) other patterns following the constraints tables (see Appendix 1)</td>
</tr>
</tbody>
</table>

**Table 32.** Question Q1-P1-T2
### Question (Q2-P1-T2):

Consider the code excerpt below:

1. `for i in range(lo, hi):`
2. `print(A[i])`

What does the above code do?

- a) Carry out a preset number of iterations.
- b) to e) other patterns following the constraints tables (see Appendix 1)

**Table 33. Question Q2-P1-T2**

### Question (Q3-P1-T2):

Consider the code excerpt below:

1. `n = int(input())`
2. `for k in range(n):`
3. `array.append(input())`

What does the above code do?

- a) Carry out a preset number of iterations.
- b) to e) other patterns following the constraints tables (see Appendix 1)

**Table 34. Question Q3-P1-T2**
**Question (Q4-P1-T2):**

Consider the code excerpt below:

```python
1. x = 1
2. for i in range(1,n):
   3. x *= i
```

a) Carry out a preset number of iterations.

b) to e) other patterns following the constraints tables (see Appendix 1)

Table 35. Question Q4-P1-T2

---

**Question (Q5-P1-T2):**

Consider the code excerpt below:

```python
1. for value in array_a:
   2. sum_value += value
```

a) Carry out a preset number of iterations.

b) to e) other patterns following the constraints tables (see Appendix 1)

Table 36. Question Q5-P1-T2
**Question (Q6-P1-T2):**

Consider the code excerpt below:

1. `for v in array_a[lo:hi]:`
2. `print(v)`

What does the above code do?

<table>
<thead>
<tr>
<th>a) Carry out a preset number of iterations.</th>
</tr>
</thead>
<tbody>
<tr>
<td>b) to e) other patterns following the constraints tables (see Appendix 1)</td>
</tr>
</tbody>
</table>

**Table 37. Question Q6-P1-T2**

**Question (Q7-P1-T2):**

Consider the code excerpt below:

1. `for x in array:`
2. `print(x, x**2+5*x+1)`

What does the above code do?

<table>
<thead>
<tr>
<th>a) Carry out a preset number of iterations.</th>
</tr>
</thead>
<tbody>
<tr>
<td>b) to e) other patterns following the constraints tables (see Appendix 1)</td>
</tr>
</tbody>
</table>

**Table 38. Question Q7-P1-T2**
Question (Q8-P1-T2):

Consider the code excerpt below:

1. for line in matrix:
2.     for element in line:
3.         print(element)

What does the above code do?

a) Carry out a preset number of iterations.
b) to e) other patterns following the constraints tables (see Appendix 1)

Table 39. Question Q8-P1-T2

Question (Q9-P1-T2):

Consider the code excerpt below:

1. counter = 0
2. while counter <= 10:
3.     sum_value += counter
4.     counter += 1

What does the above code do?

a) Carry out a preset number of iterations.
b) to e) other patterns following the constraints tables (see Appendix 1)

Table 40. Question Q9-P1-T2
Question (Q10-P1-T2):

Consider the code excerpt below:

```python
1. i = lo
2. while i < hi:
3.   print(array_a[i])
4.   i += 1
```

What does the above code do?

- a) Carry out a preset number of iterations.
- b) to e) other patterns following the constraints tables (see Appendix 1)

**Table 41. Question Q10-P1-T2**

---

Question (Q11-P1-T2):

Consider the code excerpt below:

```python
1. n = int(input())
2. i = 0
3. while i < n:
4.   array.append(input())
5.   i += 1
```

What does the above code do?

- a) Carry out a preset number of iterations.
- b) to e) other patterns following the constraints tables (see Appendix 1)

**Table 42. Question Q11-P1-T2**
**Question (Q12-P1-T2):**

Consider the code excerpt below:

1. x = 1
2. i = 1
3. while i < n:
4. x *= i
5. i += 1

What does the above code do?

<table>
<thead>
<tr>
<th>a) Carry out a preset number of iterations.</th>
</tr>
</thead>
<tbody>
<tr>
<td>b) to e) other patterns following the constraints tables (see Appendix 1)</td>
</tr>
</tbody>
</table>

**Table 43. Question Q12-P1-T2**

3.2.2) Pattern P2-T2: Carry out iterations while a certain property is true.

**Question (Q1-P2-T2):**

Consider the code excerpt below:

1. count = 1
2. while count % 10 != 0:
3. print(count)
4. count += 1

What does the above code do?

<table>
<thead>
<tr>
<th>a) Carry out iterations while a certain property is true.</th>
</tr>
</thead>
<tbody>
<tr>
<td>b) to e) other patterns following the constraints tables (see Appendix 1)</td>
</tr>
</tbody>
</table>

**Table 44. Question Q1-P2-T2**
Question (Q2-P2-T2):

Consider the code excerpt below:

1. \( d = 1 \)
2. \( \text{powers} = [] \)
3. while \( d < \text{limit} \):
4. \( \text{powers}.\text{append}(d) \)
5. \( d *= 2 \)

What does the above code do?

- a) Carry out iterations while a certain property is true.
- b) to e) other patterns following the constraints tables (see Appendix 1)

Table 45. Question Q2-P2-T2

---

Question (Q3-P2-T2):

Consider the code excerpt below:

1. \( \text{names} = ["Anna", "Baariz", "Consuelo", "Daisuke"] \)
2. while \( \text{len(names)} > 0 \):
3. \( \text{print(names[0])} \)
4. \( \text{names} = \text{names}[1:] \)

What does the above code do?

- a) Carry out iterations while a certain property is true.
- b) to e) other patterns following the constraints tables (see Appendix 1)

Table 46. Question Q3-P2-T2
### Question (Q4-P2-T2):

Consider the code excerpt below:

<p>| | |</p>
<table>
<thead>
<tr>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>1.</td>
<td><code>data = []</code></td>
</tr>
<tr>
<td>2.</td>
<td><code>a = 0</code></td>
</tr>
<tr>
<td>3.</td>
<td><code>while a != -1:</code></td>
</tr>
<tr>
<td>4.</td>
<td><code>print(&quot;Type a non-negative integer or -1 to quit.&quot;)</code></td>
</tr>
<tr>
<td>5.</td>
<td><code>a = int(input())</code></td>
</tr>
<tr>
<td>6.</td>
<td><code>data.append(a)</code></td>
</tr>
</tbody>
</table>

What does the above code do?

- a) Carry out iterations while a certain property is true.
- b) to e) other patterns following the constraints tables (see Appendix 1)

**Table 47. Question Q4-P2-T2**

### Question (Q5-P2-T2):

Consider the code excerpt below:

<p>| | |</p>
<table>
<thead>
<tr>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>1.</td>
<td><code>while n % 2 == 0:</code></td>
</tr>
<tr>
<td>2.</td>
<td><code>n = n // 2</code></td>
</tr>
</tbody>
</table>

What does the above code do?

- a) Carry out iterations while a certain property is true.
- b) to e) other patterns following the constraints tables (see Appendix 1)

**Table 48. Question Q5-P2-T2**
**Question (Q6-P2-T2):**

Consider the code excerpt below:

```python
1. a = []
2. while len(a) <= 10:
   3.   a.append(input())
```

What does the above code do?

- a) Carry out iterations while a certain property is true.
- b) to e) other patterns following the constraints tables (see Appendix 1)

<table>
<thead>
<tr>
<th>Table 49. Question Q6-P2-T2</th>
</tr>
</thead>
</table>

**Question (Q7-P2-T2):**

Consider the code excerpt below:

```python
1. i = 0
2. while hitpoints > 0 and i < len(attacks):
   3.   hitpoints -= attacks[i]
   4.   i += 1
```

What does the above code do?

- a) Carry out iterations while a certain property is true.
- b) to e) other patterns following the constraints tables (see Appendix 1)

<table>
<thead>
<tr>
<th>Table 50. Question Q7-P2-T2</th>
</tr>
</thead>
</table>
Question (Q8-P2-T2):

Consider the code excerpt below:

1. while b != 0:
2.    t = b
3.    b = a % b
4.    a = t

What does the above code do?

| a) Carry out iterations while a certain property is true. |
| b) to e) other patterns following the constraints tables (see Appendix 1) |

**Table 51.** Question Q8-P2-T2

3.2.3) Pattern P3-T2: Carry out iterations until a certain situation is identified.

Question (Q1-P3-T2): Prime Numbers

Consider the code excerpt below:

1. is_prime = True
2. for i in range(2,x):
3.    if x % i == 0:
4.       is_prime = False
5.       break

What does the above code do?

| a) Carry out iterations until a certain situation is identified. |
| b) to e) other patterns following the constraints tables (see Appendix 1) |

**Table 52.** Question Q1-P3-T2
**Question (Q2-P3-T2):**

Consider the code excerpt below:

1. for i in range(len(array_a)):
2.     a = input()
3.     if ' ' in a:
4.         print("Error: multiple words typed")
5.         break
6.     array_a[i] = a

What does the above code do?

| a) Carry out iterations until a certain situation is identified. |
| b) to e) other patterns following the constraints tables (see Appendix 1) |

*Table 53. Question Q2-P3-T2*

**Question (Q3-P3-T2):**

Consider the code excerpt below:

1. for i in range(len(array_a)):
2.     if array_a[i] == 0:
3.         break

What does the above code do?

| a) Carry out iterations until a certain situation is identified. |
| b) to e) other patterns following the constraints tables (see Appendix 1) |

*Table 54. Question Q3-P3-T2*
Question (Q4-P3-T2):

Consider the code excerpt below:

```
1. for i in range(0, len(points), 2):
2.     if points[i] > 0 and points[i + 1] < 0:
3.         break
```

What does the above code do?

- a) Carry out iterations until a certain situation is identified.
- b) to e) other patterns following the constraints tables (see Appendix 1)

**Table 55.** Question Q4-P3-T2

---

Question (Q5-P3-T2):

Consider the code excerpt below:

```
1. for i in range(len(bets)):
2.     if total_wagered + bets[i] > balance:
3.         break
4.     total_wagered += bets[i]
```

What does the above code do?

- a) Carry out iterations until a certain situation is identified.
- b) to e) other patterns following the constraints tables (see Appendix 1)

**Table 56.** Question Q5-P3-T2
**Question (Q6-P3-T2):**

Consider the code excerpt below:

```python
1. for x in range(-10,11):
2.     if x**2 - 6*x + 5 == 0:
3.         integer_root = x
4.         break
```

What does the above code do?

- a) Carry out iterations until a certain situation is identified.
- b) to e) other patterns following the constraints tables (see Appendix 1)

**Table 57. Question Q6-P3-T2**

**Question (Q7-P3-T2):**

Consider the code excerpt below:

```python
1. sum_value = 0.0
2. for i in range(len(weights)):
3.     if sum_value + weights[i] > capacity:
4.         break
5.     else:
6.         sum_value += weights[i]
```

What does the above code do?

- a) Carry out iterations until a certain situation is identified.
- b) to e) other patterns following the constraints tables (see Appendix 1)

**Table 58. Question Q7-P3-T2**
Question (Q8-P3-T2):

Consider the code excerpt below:

```python
1. for i in range(len(names)):
2.   if student_id[i] == "null":
3.     break
```

What does the above code do?

| a) Carry out iterations until a certain situation is identified. |
| b) to e) other patterns following the constraints tables (see Appendix 1) |

Table 59. Question Q8-P3-T2

3.3) Topic T3: Conditionals

3.3.1) Pattern P1-T3: Check whether a number is in a certain interval

Question (Q1-P1-T3):

Consider the code excerpt below:

```python
1. n = 5
2. if 0 < n and n < 10:
3.   print("n is between 0 and 10")
```

What does the above code do?

| a) Check whether a number is in a certain interval |
| b) to e) other patterns following the constraints tables (see Appendix 1) |

Table 60. Question Q1-P1-T2
Question (Q2-P1-T3):

Consider the code excerpt below:

1. `print("Please enter a positive integer.")`
2. `i = int(input())`
3. `if i <= 0:
   4.    print("Invalid input.")`

What does the above code do?

a) Check whether a number is in a certain interval
b) to e) other patterns following the constraints tables (see Appendix 1)

Table 61. Question Q2-P1-T3

Question (Q3-P1-T3):

Consider the code excerpt below:

1. `a = 5`
2. `if a > 10:
   3.    a = a % 10`

What does the above code do?

a) Check whether a number is in a certain interval
b) to e) other patterns following the constraints tables (see Appendix 1)

Table 62. Question Q3-P1-T3
**Question (Q4-P1-T3):**

Consider the code excerpt below:

1. \( d = -4 \)
2. if \( d \leq -5 \) or \( d \geq 5 \):
3. print("d is not between -5 and 5.")

What does the above code do?

a) Check whether a number is in a certain interval
b) to e) other patterns following the constraints tables (see Appendix 1)

**Table 63. Question Q4-P1-T3**

3.3.2) Pattern P2-T3: Choose an alternative from a set of options.

**Question (Q1-P2-T3):**

Consider the code excerpt below:

1. if choice == 1:
2. \( \text{result} = 10 \)
3. elif choice == 2:
4. \( \text{result} = 20 \)
5. else:
6. \( \text{result} = 0 \)

What does the above code do?

a) Choose an alternative from a set of options.
b) to e) other patterns following the constraints tables (see Appendix 1)

**Table 64. Question Q1-P2-T3**
Question (Q2-P2-T3):

Consider the code excerpt below:

```python
1. if len(array_a) == 0:
2.   array_a.append(0)
3. else:
4.   array_a[0] = 3
```

What does the above code do?

a) Choose an alternative from a set of options.
b) to e) other patterns following the constraints tables (see Appendix 1)

Table 65. Question Q2-P2-T3

Question (Q3-P2-T3):

Consider the code excerpt below:

```python
1. if month == 2:
2.   if leap_year:
3.     days = 29
4.   else:
5.     days = 28
6. elif month in [4, 6, 9, 11]:
7.     days = 30
8. else:
9.     days = 31
```

What does the above code do?

a) Choose an alternative from a set of options.
b) to e) other patterns following the constraints tables (see Appendix 1)

Table 66. Question Q3-P2-T3
Question (Q4-P2-T3):

Consider the code excerpt below:

1. if 0 < x and x < pi/2:
2.    quadrant = 1
3. elif pi/2 < x and x < pi:
4.    quadrant = 2
5. elif pi < x and x < 3*pi/2:
6.    quadrant = 3
7. elif 3*pi/2 < x and x < 2*pi:
8.    quadrant = 4
9. else:
10.   quadrant = 0
11. print("x coincides with an axis.")

What does the above code do?

a) Choose an alternative from a set of options.

b) to e) other patterns following the constraints tables (see Appendix 1)

Table 67. Question Q4-P2-T3
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6. Appendix 1 – Constraints

During the research, it was identified that some patterns could – in some occasions – be considered true for determined programming codes related to other patterns. For example, the following programming code was designed to match pattern P1-T1: “Iterate over the array until the first element to satisfy a certain property is located.”

```python
5. for i in range(n):
6.    if array[i] > 3:
7.        break
```

However, it also does satisfy the pattern P3-T2: “Carry out iterations until a certain situation is identified.”. Therefore, to avoid misleading the students, we defined a constraints table (see Table 68), that defines, for each pattern, which patterns should not be used as wrong choices.

<table>
<thead>
<tr>
<th></th>
<th>P1-T1</th>
<th>P2-T1</th>
<th>P3-T1</th>
<th>P1-T2</th>
<th>P2-T2</th>
<th>P3-T2</th>
<th>P1-T3</th>
<th>P2-T3</th>
</tr>
</thead>
<tbody>
<tr>
<td>P1-T1</td>
<td>C5</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>P2-T1</td>
<td></td>
<td></td>
<td></td>
<td>C7</td>
<td>C8</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>C10</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>P3-T1</td>
<td>C4</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>P1-T2</td>
<td></td>
<td></td>
<td></td>
<td>C3</td>
<td></td>
<td>C6</td>
<td></td>
<td></td>
</tr>
<tr>
<td>P2-T2</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>C2</td>
<td></td>
<td></td>
<td>C9</td>
</tr>
<tr>
<td>P3-T2</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>P1-T3</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>C11</td>
</tr>
<tr>
<td>P2-T3</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**Table 68.** Constraints table, defining for each pattern which patterns must not be used as wrong choices in questions related to that pattern. For example, questions related to pattern P1-T1 should avoid patterns P2-T2 and P3-T2 as wrong choices. The diagonal grey cells indicate that a pattern can’t be used as the wrong choice in a question mapped to the same pattern (e.g. a P1-T1 question can’t have a P1-T1 pattern as the wrong choice). The grey cells left to the diagonal were included for aesthetic purposes, avoiding the display of duplicated information in the table. Constraints were labeled from C1 to C11.

Therefore, the only restriction to define the PLM questions wrong choice is the respect of the constraints defined in Table 68. In our study, however, we opted to try to create
an arrangement in which the number of times each pattern is referred to as a wrong choice is as homogeneous as possible. This arrangement is described in Table 69.

<table>
<thead>
<tr>
<th>Questions</th>
<th>P1-T1</th>
<th>P2-T1</th>
<th>P3-T1</th>
<th>P1-T2</th>
<th>P2-T2</th>
<th>P3-T2</th>
<th>P1-T3</th>
<th>P2-T3</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Total</strong></td>
<td>25</td>
<td>47</td>
<td>41</td>
<td>19</td>
<td>6</td>
<td>20</td>
<td>49</td>
<td>49</td>
</tr>
<tr>
<td>Q1-P1-T1</td>
<td>C</td>
<td>1</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>X</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Q2-P1-T1</td>
<td>C</td>
<td>0</td>
<td>1</td>
<td>1</td>
<td>X</td>
<td>X</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Q3-P1-T1</td>
<td>C</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>X</td>
<td>X</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Q4-P1-T1</td>
<td>C</td>
<td>0</td>
<td>1</td>
<td>1</td>
<td>X</td>
<td>X</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Q5-P1-T1</td>
<td>C</td>
<td>1</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>X</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Q6-P1-T1</td>
<td>C</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>X</td>
<td>X</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>Q7-P1-T1</td>
<td>C</td>
<td>0</td>
<td>1</td>
<td>1</td>
<td>X</td>
<td>X</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Q8-P1-T1</td>
<td>C</td>
<td>1</td>
<td>0</td>
<td>1</td>
<td>X</td>
<td>X</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Q9-P1-T1</td>
<td>C</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>X</td>
<td>X</td>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>Q10-P1-T1</td>
<td>C</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>X</td>
<td>X</td>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>Q11-P1-T1</td>
<td>C</td>
<td>0</td>
<td>1</td>
<td>1</td>
<td>X</td>
<td>X</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Q12-P1-T1</td>
<td>C</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>X</td>
<td>X</td>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>Q1-P2-T1</td>
<td>X</td>
<td>C</td>
<td>1</td>
<td>X</td>
<td>X</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Q2-P2-T1</td>
<td>X</td>
<td>C</td>
<td>1</td>
<td>X</td>
<td>X</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Q3-P2-T1</td>
<td>X</td>
<td>C</td>
<td>1</td>
<td>X</td>
<td>X</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Q4-P2-T1</td>
<td>X</td>
<td>C</td>
<td>1</td>
<td>X</td>
<td>X</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Q1-P3-T1</td>
<td>X</td>
<td>1</td>
<td>C</td>
<td>X</td>
<td>X</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Q2-P3-T1</td>
<td>X</td>
<td>1</td>
<td>C</td>
<td>X</td>
<td>X</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Q3-P3-T1</td>
<td>X</td>
<td>1</td>
<td>C</td>
<td>X</td>
<td>X</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Q4-P3-T1</td>
<td>X</td>
<td>1</td>
<td>C</td>
<td>X</td>
<td>X</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Q5-P3-T1</td>
<td>X</td>
<td>1</td>
<td>C</td>
<td>X</td>
<td>X</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Q6-P3-T1</td>
<td>X</td>
<td>1</td>
<td>C</td>
<td>X</td>
<td>X</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Q7-P3-T1</td>
<td>X</td>
<td>1</td>
<td>C</td>
<td>X</td>
<td>X</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
</tbody>
</table>
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|    | Q8-P3-T1 | Q9-P3-T1 | Q10-P3-T1 | Q11-P3-T1 | Q12-P3-T1 | Q1-P1-T2 | Q2-P1-T2 | Q3-P1-T2 | Q4-P1-T2 | Q5-P1-T2 | Q6-P1-T2 | Q7-P1-T2 | Q8-P1-T2 | Q9-P1-T2 | Q10-P1-T2 | Q11-P1-T2 | Q12-P1-T2 | Q1-P2-T2 | Q2-P2-T2 | Q3-P2-T2 | Q4-P2-T2 | Q5-P2-T2 | Q6-P2-T2 | Q7-P2-T2 | Q8-P2-T2 | Q1-P3-T2 | Q2-P3-T2 | Q3-P3-T2 | Q4-P3-T2 | Q5-P3-T2 | Q6-P3-T2 |
|----|----------|----------|-----------|-----------|-----------|-----------|----------|-----------|----------|-----------|-----------|-----------|-----------|-----------|-----------|-----------|----------|-----------|----------|-----------|-----------|-----------|-----------|-----------|-----------|-----------|-----------|-----------|
|    | X        | 1        | C         | X         | X         | 1         | 1        | 1         | 1         | 1         | 1         | 1         | 1         | 1         | 1         | 1         | 1         | 1         | 1         | 1         | 1         | 1         | 1         | 1         | 1         | 1         | 1         | 1         | 1         | 1         |
Table 69. Wrong choices organization in the 64 PLM questions. Captions: letter C stands for Correct; X stands for a constraint, as defined in Table 68; 1 stands for a pattern used as the wrong choice and; 0 stands for a pattern not used as wrong choice. For example, in the Q1-P1-T1, the correct answer is the pattern P1-T1 (indicated with a C); the pattern P3-T2 is a constraint for that question (indicated with an X), therefore this pattern can’t be used as wrong choice in this question; the patterns P2-T1, P1-T2, P1-T3 and P2-T3, marked with 1, were mapped to wrong choices in that question; and the patterns P3-T1 and P2-T2 could be, but were not, mapped to wrong choices.