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Abstract

The Universal Description Discovery & Integration (UDDI) is a specification for XML registry that enables functionality-based publication and discovery of Web services. This paper presents a UDDI extension to support Quality of Service (QoS) management in the context of Business Process Management Systems (BPMSs). To allow service selection according to functional and non-functional requirements, a BPMS architecture should include brokers to match consumer policies with policies stored in UDDI repositories and monitors to update QoS attributes. The main contributions of this approach are the use of the Web Services Policy Framework specification to describe policies for Web services and a UDDI extension to include QoS attributes.

1 Introduction

As a result of the intensification of electronic commerce and outsourcing of functions there is a need to automate interorganizational business processes. Business processes are at the core of electronic business operations. Organizations have identified process automation as the foundation for enterprise application integration (EAI), on-line service delivery and electronic commerce. Thus, business solutions should include Business Process Management Systems (BPMSs) [5, 18].

Electronic services such as Web services have been announced as the next wave of electronic business applications within and across organizational boundaries. BPMSs allow automated activities within a business process to be executed as Web services that can be dynamically discovered and bound [14, 2].
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The increasing number of provider organizations that offer Web services has prompted research in service description and discovery [10]. Consumer organizations need tools to search for suitable services that can be found all over the world. This poses challenges in discovery mechanisms. Not only techniques to discover services are required but also high-quality information for registered services [12].

The Universal Description Discovery & Integration (UDDI) standard [9] is a step towards meeting these new demands. UDDI supports service description and discovery based on functional aspects. However, consumer requirements may include not only functional aspects of services but also non-functional aspects. Thus, the service discovery depends on the ability to describe and to match service Quality of Service (QoS) offers and demands, in addition to functional capabilities [21].

There is a variety of QoS attributes, such as performance attributes, which are significant for consumers [19]. As observed in [15], policies can be created to describe Web service QoS. Hence, QoS attributes are candidates for policy definition using the Web Services Policy Framework (WS-Policy) specification [3]. WS-Policy offers an XML model for service description. The definition of QoS policies provides a way to distinguish Web services offering equivalent functionalities and to select services meeting functional and non-functional organizational requirements.

Therefore, UDDI must be extended to allow mapping QoS policies into UDDI data structures. Another challenge that rises in this context is to keep QoS attributes up-to-date [17].

The goal of this paper is to propose a UDDI extension that supports QoS management for Web service-based BPMSs. In the proposed approach, QoS information derived from policies are encapsulated inside QoS Policy structures stored in UDDI registries. QoS Policy structures are associated with Binding Template structures representing Web service instances. Each element of a QoS Policy can be associated with Technical Model (tModel) structures, which allow specification, reuse and standardization of QoS-related concepts. Furthermore, the extension allows the use of monitoring entities to update QoS attributes.

The paper major contributions are: extending the UDDI information model and API sets to refine service selection, using WS-Policy to specify QoS policies for Web services, using tModels to define QoS related-concepts, and supporting business-to-business interactions on the Web.

The rest of the paper is organized as follows. Section 2 presents basic concepts. Section 3 discusses the proposed approach for UDDI extension in the context of Web service-based BPMSs. Section 4 describes BPMS architecture based on the proposed UDDI extension. Section 5 presents implementation aspects and evaluation of the architecture. Section 6 discusses related work. Section 7 presents conclusions.
2 Basic Concepts

This section presents some basic concepts for the better understanding of this paper.

2.1 Business Process Management

Business Process Management Systems (BPMSs) provide control for the definition and coordination of business processes. A business process is a collection of linked activities. Activities are descriptions of work pieces that collectively realize a business objective, typically within the context of an organizational structure. An activity may be manual or automated. Differently from traditional Workflow Management Systems (WfMSs), BPMSs focus on the management of dynamic interorganizational processes. These business-to-business processes comprise activities that may be performed by different business partners [27, 18].

BPMSs support business process automation. The life cycle of business process automation (Figure 1) starts with process design. The process is then registered with a BPMS, which can create process instances. BPMS coordinates instance execution and records information collected during execution. The execution history is analyzed and used to improve process definitions [5, 28].

![Figure 1: Business Process Management life cycle](image)

2.2 Web Services

Technologies such as Web services may be used as key building blocks in service-oriented architectures (SOAs) [18, 24]. A service-oriented BPMS supports the management of business processes that use electronic services such as Web services to achieve business goals [14, 2].
A Web service is an electronic service identified by a URI (Uniform Resource Identifier). XML (eXtensible Markup Language) standards [21, 1] are used to describe service interfaces and to invoke services through the Web. Figure 2 shows the Web service basic architecture. Web service technology comprises three basic standards [1]:

- **Web Services Description Language (WSDL)** provides a model and a format for describing the abstract functionality of a Web service as well as the concrete details of a service description.

- **Universal Description Discovery & Integration (UDDI)** offers a registry (Figure 2) for Web service descriptions that supports the publication and discovery of providers, the Web services they make available and the technical interfaces that consumers may use to access the services.

- **SOAP** is a protocol intended for exchanging structured information in a decentralized, distributed environment, such as a Web service environment.

![Figure 2: Web service basic architecture](image)

Additional Web service specifications are under development. One example is the Web Services Policy Framework (WS-Policy). It provides a set of constructs that can be extended to specify a broad range of service requirements and capabilities [3]. Although WSDL represents the standard for the Web service functionality definition, efforts are now focusing on languages that can complete such a description by considering aspects that are not directly related to what a Web service does and how a service should be invoked. WS-Policy represents one of these attempts and is a candidate to become a future standard due to its flexibility [4].

Typically, in Web service-based BPMSs, executing a business process requires integration of several loosely coupled services. In this type of environment, the management of policies in areas such as access control or QoS becomes a challenge. Such policies may be related with, for instance, service operations, management of service level agreements, and enforcement and management of high-level business initiatives such as regulations and protection of intellectual property. Current approaches lack
ways to define concepts for a specific area and the ability to monitor/enforce policies [24].

3 QoS-based UDDI Extension

This section presents a UDDI extension to allow the definition of QoS attributes for Web services.

Web service-based BPMSs require registries where providers may publish services that will be discovered during process enactment. Service discovery demands a service description comprising service capabilities, interface, classification and QoS [21, 1].

Based on XML and XML Schema, UDDI provides an interoperable infrastructure for integrating information in Web service environments for both publicly available services and services exposed internally within organizations [9]. However, the current UDDI standard still lacks facilities regarding QoS description and discovery. As WS-Policy offers a means to specify QoS, service providers may specify their services using WSDL and WS-Policy standards and publish provided services. UDDI should be extended to include QoS policies and the enhanced service description may be used in service discovery. These extensions to UDDI registry and query mechanisms enhance search flexibility. Web services can be searched by functional characteristics with required QoS attributes as constraints.

3.1 Information Model

UDDI information model [9] is composed of data structure instances expressed in XML. They are persistently stored in UDDI registries. The extended UDDI information model (Figure 3) aggregates the qosPolicy structure and its relationships. The data structure types are described below.

- **businessEntity**: top-level data structure within UDDI that contains descriptive information about the provider organization, such as name, contact and classification information. Each businessEntity may offer various businessServices.

- **businessService**: represents a logical Web service that may have multiple implementations. It includes descriptive information about a Web service, such as name, description and classification.

- **bindingTemplate**: represents a service implementation and provides the information needed to bind with the service. Each bindingTemplate contains information such as access point and transport protocol.

- **tModel** (Technical Model): represents unique concepts in UDDI, such as category systems and specifications. Examples include tModels based on WSDL,
Figure 3: Extended UDDI information model

XML Schema Definition and other documents that outline and specify service interfaces.

- *publisherAssertion*: defines a coupled community of *businessEntities*. It can be used by associated organizations to export their relationships, for instance subsidiary companies, private supply chains and industry consortia.

- *subscription*: describes a request to keep track of activities in a UDDI registry according to preferences provided with the request. Subscribers can register themselves for receiving information about changes in any of the UDDI structures.

- *qosPolicy*: represents a QoS policy for a service implementation. The provided information describes attributes of a Web service represented by the *bindingTemplate* structure. References to *tModels* can be used to describe that a policy conforms to particular specifications.
3.2 Attributes

The qosPolicy structure supports the description of QoS in UDDI. QoS is a combination of several attributes (qualities or properties) of a service [19]. Table 1 describes the Web service QoS attributes [19, 22, 16] represented by this structure.

<table>
<thead>
<tr>
<th>QoS Attribute</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Response time</td>
<td>The time period a service takes to complete its task</td>
</tr>
<tr>
<td>Latency</td>
<td>The time period taken to start servicing a service request</td>
</tr>
<tr>
<td>Throughput</td>
<td>The request processing rate a service supports</td>
</tr>
<tr>
<td>Scalability</td>
<td>The throughput increase rate in a given time period</td>
</tr>
<tr>
<td>Capacity</td>
<td>The number of concurrent requests a service allows</td>
</tr>
<tr>
<td>Availability</td>
<td>The time percentage a service is operating</td>
</tr>
<tr>
<td>Reliability</td>
<td>The time period for continuity of correct service and for transition to correct state</td>
</tr>
<tr>
<td>Accuracy</td>
<td>The service error rate over a time period</td>
</tr>
<tr>
<td>Robustness</td>
<td>The service resilience level to incorrect inputs and invocation sequences</td>
</tr>
<tr>
<td>Stability</td>
<td>The change rate of service interface and implementation</td>
</tr>
<tr>
<td>Security</td>
<td>Defines whether the service offers mechanisms of authentication, authorization, confidentiality, integrity, auditing and non-repudiation</td>
</tr>
<tr>
<td>Reliable messaging</td>
<td>Determines if the service offers mechanisms to guarantee reliable message delivery</td>
</tr>
<tr>
<td>Integrity</td>
<td>Defines whether the service supports transactional properties</td>
</tr>
<tr>
<td>Cost</td>
<td>The measure of the cost involved in using the service</td>
</tr>
<tr>
<td>Standards</td>
<td>Defines if the service is compliant with industry specific standards</td>
</tr>
<tr>
<td>Interoperability</td>
<td>Determines if the service is compliant with interoperability profiles defined by the Web Services Interoperability Organization</td>
</tr>
</tbody>
</table>

Table 1: Web service QoS attributes
3.3 *tModel*

The *qosPolicy* structure is based on the *tModel* concept [9]. A QoS *tModel* supports specification sharing. For instance, consortia or standardization bodies can create *tModels* that specify QoS attributes that services of specific industries may have. The *qosPolicy* structure refers to *tModels*, which are used to define QoS-related concepts, including attributes, units, relationships, dependencies and measurement techniques [19, 22, 15, 16].

QoS attributes other than those applicable to multiple domains (Table 1) can also be defined. General attributes may be redefined. For instance, the throughput may specify a function that describes how the processing rate varies with the load instead of the maximum request-processing rate. Moreover, different measure units can be used for a particular attribute. The employed measure unit has to be defined.

QoS attributes can be interconnected and correlations can be defined. These correlations may indicate trade-offs among the various QoS attributes. For instance, security may decrease performance. Furthermore, environmental conditions can influence QoS attributes. For instance, response time is a function of load intensity, which is related to the number of consumers.

QoS attributes can be measured objectively or subjectively, and automatically or with human intervention. Techniques used by QoS verification entities may be defined. These third-party entities are responsible for monitoring or certifying Web service QoS [8]. In [22, 15], metrics for general QoS attributes are presented.

3.4 *API*

UDDI defines APIs [9] that standardize communication within and between UDDI implementations. The APIs are grouped into sets. Extended UDDI includes extensions to UDDI Inquiry, Publication and Subscription API sets. Moreover, it uses UDDI Security API set during the execution of operations in other sets.

The new and extended API calls used to manipulate QoS data stored in UDDI registries using the *qosPolicy* structure include: `save_binding` (publishes binding template, including associated QoS policy), `find_binding` (discovers instances of desired service based on QoS policy), `get_bindingDetail` (selects binding template based on key), and `update_qosPolicy` (updates service instance QoS policy).

3.5 *Policy Specification and Processing*

To use extended UDDI facilities, it is necessary that providers specify Web service QoS using WS-Policy. Thus, consumers may select services considering their QoS demands also described using WS-Policy.

WS-Policy provides an XML model and syntax for expressing Web service properties as policies. A policy is a collection of alternatives and each policy alternative
is a collection of assertions. Policy assertions specify characteristics that are critical to service selection and usage, for instance, QoS characteristics [24].

Policies may be used during the different phases of the Web service life cycle [20]. During design and deployment time, service providers may define Web service policies describing how Web services should work. These provider policies may merge server-independent policies and policies that state the characteristics that services deployed on a particular application server are expected to support. During runtime, service consumers may define policies associated with partner services. These consumer policies state the properties that should be offered by required Web services.

The consumer and provider policy assertions may be intersected in order to compute the effective assertion set [3]. This assertion set drives the service selection. After effective assertion sets are computed, Web services should be monitored to check if the stated properties hold [4].

In the case of QoS policies, consumer policy assertions define QoS requirements and provider (or Web service) policy assertions describe Web service QoS attributes. A Web service policy is an extension of a Web service interface described in WSDL. QoS attributes contained in policy assertions have to be extracted and then can be stored in UDDI registries.

The interaction with UDDI is done through Brokers. A Broker implements QoS management operations. It uses extended UDDI API sets to retrieve data from the UDDI registry, and to publish and update information contained in UDDI. Brokers process provider QoS policies and map policy assertions into the qosPolicy structure. The policy processing is based on WS-policy operations [3] that allow policy normalization and decomposition. The normalization operation is the process of reducing policies to a standardized format. It simplifies the manipulation of policies. In order to decompose policies into assertions, they must be first normalized. Consumers provide QoS policies to Brokers that used them to select Web services.

4 An Architecture for Web Service-based BPMSs

This section describes a BPMS architecture that includes the proposed UDDI extension. Its main components are Brokers, Monitors and UDDI registries. A Broker is responsible for service discovery and matching using QoS attributes. The extended UDDI registry stores information about provided Web services including descriptive, technical, categorization and QoS information. The Monitor updates the registry with QoS information acquired during business process enactment. The components of the architecture interact through a SOAP engine.

An overview of the architecture is presented in Figure 4. The responsibilities of the architecture components are discussed below.
4.1 Registries and Organizations

UDDI registries offer a place where provider organizations publish their services and consumer organizations discover services. Thus organizations have a way to find potential trading partners in a global environment using a distributed service registry. The registries hold a broad range of service information allowing a search based on many capabilities and attributes such as QoS.

Providers may use Brokers to register required information about offered services in registries. Providers are responsible for service management including operations for service insertion and removal, and related information update.

Consumer organizations demand services to be executed as process activities within a business process. Business process models may contain internal activities as well as external activities. Activities defined as Web services may be discovered in UDDI registries through Brokers.

4.2 Broker Services

Broker Services facilitate service registry access [25, 13].

Brokers obtain QoS information from provider policies and register it into UDDI registries along with other information needed for the service publication and subsequent discovery. They also select Web services during business process enactment according to functional and non-functional requirements as specified by consumers.

The Broker is also a Web service. This enables the architecture deployment in restricted and open environments and the use of Brokers with different features, according to specific needs.

The use of Brokers raises security issues. For instance, it is important to verify whether the employed Broker is trustful [8].

4.3 Monitor Services

Monitor Services may be implemented as Web services to measure QoS of other Web services [16].

Monitors monitor QoS attributes during service execution considering QoS policies. Monitors act as an interceptor layer between consumers and Web services. There is a Monitor for each Web service. Providers may register services with trusted intermediaries [8]. These entities will be responsible for creating and managing Monitors. Security, transaction and context issues are important whenever intermediaries are involved, as observed in [8].

Monitors may update QoS information stored in registries after a service execution. In this case, the UDDI authorization mechanism must be used. Monitors interact with registries through brokers.
4.4 Architecture Component Interactions

A typical usage scenario (Figure 4) is described in this section considering an example in which a consumer organization employs a Web service of a provider organization in its business process.

- Step 1. The provider can offer an electronic service as a Web service. It requests service publication and provides the QoS policy of the Web service. The Broker registers the service in the UDDI registry and returns a confirmation.

- Step 2. The BPMS allows the use of a Web service as a business activity. At business process definition time, an activity represents a service and a QoS policy can be specified for the activity. At process runtime, when the activity corresponding to Web service is reached, the workflow engine requests service discovery. The Broker selects a service in the UDDI registry according to the specified QoS policy and returns a service address.

- Step 3. The service can be invoked through the returned access point. The Monitor monitors service execution and QoS parameters. The service results are returned to the consumer.

- Step 4. Finally, the Monitor updates QoS attributes of the Web service according to monitoring results.

5 Implementation and Evaluation

This section presents implementation aspects of the proposed architecture and discusses preliminary tests.

MySQL Version 5.0.16 was used to implement the UDDI database. The QOS_POLICY table stores Web service QoS attributes. It refers to the BINDING_TEMPATE table containing the Web service instances. This table refers to the TMODEL table containing technical models for QoS attributes.

UDDI4J Version 2.0.4, an open-source Java class library, supported by HP, IBM and SAP, was used to implement the UDDI API. The extended Subscription API set has not been implemented.

The extended UDDI is a component in the BPMS architecture. This architecture was partially implemented using the Sun Java Development Kit Version 1.5.0_06, Apache Axis Version 1.3 (providing SOAP and WSDL support), Apache WS-Commons/Policy Version 0.90 (providing WS-Policy support) and Apache Tomcat Version 4.1.24 (for application server support).

In the current implementation, the Broker is co-located with the UDDI registry and the Monitor with the consumer. Initially, service discovery is based on availability,
cost and response time attributes. Service monitoring considers just the response time attribute. Support for additional QoS attributes will be included in near future.

The UDDI extension is compatible with the basic UDDI and both types of UDDI registries can coexist in the same environment. Moreover, it is possible to access services without using UDDI.

Some experiments were executed with simulations that involved consumers with different QoS policies (including availability, cost and response time constraints) searching for services in the extended UDDI registry. \textit{tModels} were specified to define concepts related to the QoS attributes considered during the experiments. QoS policies were specified using WS-Policy. Web services together with their policies were stored in the extended UDDI registry. The extended API sets were used to advertise and discovery services, and different cases were tested to evaluate QoS update, including policy fulfillment and violation.

The goal of these experiments was to evaluate whether the UDDI extension enables consumers to select suitable providers with respect to QoS policies in addition to functional requirements. Preliminary results have shown that the UDDI extension can be included in a BPMS architecture to support QoS management without compromising performance.
6 Related Work

Industry organizations and academia prescribes that service descriptions should follow predefined industry categorizations in order to allow service discovery according to consumer requirements [12].

The inclusion of QoS in Web service standards has been pointed out in previous work in both academia [19] and industry [14]. In addition, Leymann et al [14] discuss the importance of QoS management in the context of BPMSs. Challenges in this area must tackle QoS models, verification, and QoS-enriched service publication and discovery.


Frameworks to support QoS verification are described in [22, 25, 4]. The first is based on certification. However, it lacks support for the dynamism of Web services. Singhera [25] deals with this issue including QoS monitoring in its framework. The framework proposed in [4] can check both functional and non-functional requirements. This framework relies on WS-Policy to express the monitoring policies.

The need of extending UDDI has generated efforts. ShaikhAli’s approach [23] is based on the businessService structure, but potential QoS changes are not considered. Chen et al [7] use a server that receives QoS reports and stores them in a separate database.

In [29], an advanced search mechanism is used to increase the efficiency of e-business application development. Consumers can define criteria to filter search results returned from different UDDI registries. Examples of filters are price range, availability or high reputation. However, QoS policies are not used and empirical aspects are not considered in service selection.

In [26], services in UDDI may be linked to WSDL files and each of the WSDL files may be linked to Web Service Endpoint Language (WSEL) files with QoS details of the service, which are used in ranking the discovered services. WSEL is a format for the description of non-operational and behavioral characteristics of services, such as QoS properties, but at present no specification exists for this language.

Lee et al [13] consider historic information of Web service execution. A separate QoS server that complements UDDI is used to store this information. In [17], agencies along with UDDI support QoS information sharing. In [6], service selection is based on historical and contextual information.

Du et al [11] propose a UDDI architecture with a monitoring mechanism. However, only service name, key, version and availability are monitored and kept up-to-date.

Recently, thanks to several research and industrial efforts in QoS-enriched service publication and discovery, a substantial progress has been done. The solutions, however, are typically limited for some of the reasons discussed below:

- UDDI is complemented by other registries. This makes the incorporation of
the registries in the current Web service architecture hard. An integrated way to deal with functional and non-functional requirements may be offered by extending UDDI.

- The supported QoS management facilities do not consider the possibility of changes in QoS attributes. Thus, the update of published QoS descriptions is not allowed and a mechanism for verifying QoS is not employed.

- WS-Policy is not used. WS-Policy gives a flexible open-standard for expressing QoS for Web services. This standard matches with the fundamental requirements of Web services (simplicity and extensive support in industry [1]).

- Finally, the tModel is not used for the establishment of shared QoS concepts. This is important as it allows the description of QoS attributes in specific application domains. tModel has another advantage: it is part of the UDDI standard and is currently used for specifying a broad range of concepts related to Web services.

In this paper, the above issues are addressed by extending UDDI to include QoS descriptions. General QoS attributes are considered and the UDDI Technical Model concept is used to define QoS taxonomies. One of the main components of the proposed architecture is the monitor that updates QoS in UDDI registries according to information acquired during service execution. The main advantage of the Web service technology is the interoperability achieved through standardization. In this paper Web service standards are used and the UDDI standard is extended with the purpose of integrating Web service and BPMS technologies.

7 Conclusions

Web service technology constitutes a new paradigm for BPM, allowing business processes to include Web services. It is still maturing. UDDI is one of the basic components of the current Web service model. Currently, it is lacking mechanisms to manage Web service QoS.

In this paper, the UDDI standard was extended to be used in the context of Web service-based BPMS. The approach combines proposals to employ WS-Policy for QoS specification, QoS-enriched Web service publication and discovery, and QoS information update. Implementation aspects and evaluation of the proposed architecture were presented. Preliminary results demonstrated that the QoS management supported by the extended UDDI helps service discovery in conformity with functional and non-functional requirements.

The main contributions of this paper are: a UDDI extension to provide Web service QoS management, the use of WS-Policy to specify QoS policies, the use of
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tModels to define QoS related-concepts, and an architecture to integrate the extended UDDI into Web service-based BPMs.

Future work involves enhancing the capabilities of the proposed architecture to handle other QoS attributes and its integration with a Workflow Management System. Another direction is the extension of UDDI with context-aware facilities to enable the on-line delivery of services that adapt to the consumer context.
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