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Abstract
This text describes a reflexive software architecture called Guaraná. Its run-time meta-level protocol has been designed to achieve a very high degree of flexibility, re-configurability, security and meta-level code reuse. Composers are meta-objects that can be used to combine other meta-objects (that may be composers themselves) into dynamically modifiable meta-configurations. Instances of a class may have different meta-configurations, either determined explicitly or derived from the context in which every single object was created.

A free Java\(^1\)-based implementation of the language-independent Guaraná reflexive architecture is currently available.

1 Introduction

As the size and complexity of systems increase, so does the need for mechanisms to deal with such complexity. Object-oriented design is based on abstraction and information hiding (encapsulation) [4, 13, 29, 30]. These concepts have provided an effective framework for the management of complexity of applications. Within this framework, software developers strive to obtain applications that are highly coherent and loosely coupled. High coherence translates into narrow and easy-to-understand interfaces, as highly coherent components tend to do just one thing, leading to functional simplicity and component autonomy. Loosely coupled components are components that are connected by simple communication structures, thus their relationships are easy to understand and less prone to domino effects caused when errors occur at one location and propagate through the application. Unfortunately, object-oriented design alone does not address the development of software that can be easily adapted. Adaptability and transparency of coupling is playing an increasingly important role in the software development process, that is now carried out in a much more dynamic market where requirement shifts force developers to adapt already existent software to originally unforeseen conditions (requirements). The next two paragraphs review solutions that have been proposed to these two problems, respectively. After presenting these solutions, we argue that our reflexive software architecture, Guaraná, represents a step towards the construction of open, easily adaptable applications.

The concept of open architectures [14, 15] has been proposed as a partial solution to the problem of creating software that is not only modular, well-structured, but also easier to adapt. Open architectures are based on the existence of an additional component (object) interface that allows them—acting as servers—to dynamically adapt to new requirements presented by their clients. Open architectures encourage a modular design where there is a clear separation of policy, that is, what a module has been designed for, from the mechanisms that implement a policy, that is, how a policy is materialized. Although open architectures might seem to confront the modular design approach by exposing parts of their designs, in fact, the contrary is valid, open architectures may

---
\(^1\)Java is a trademark of Sun Microsystems, Inc.
provide elegant solutions to the design and implementation of highly adaptable software. In particular, the implementation of system oriented mechanisms such as concurrency control, distribution, persistence and fault-tolerance can benefit from this approach to software construction.

Computational reflection [21, 32] (henceforth just reflection) has been proposed as solution to the problem of creating applications that are able to maintain, use and change representations of their own designs (structural or behavioral). Reflexive systems are able to use self-representations to extend and adapt their computation. Due to this property, they are being used to implement open software architectures. Additionally, the mechanisms used to implement reflexive systems can also be used to partially solve the problem of coupling software components transparently. In reflexive architectures, components that deal with the processing of self-representation and management of an application reside in a software layer called meta-layer or meta-level. The transparent coupling of the base-level to its meta-level is implemented using interception mechanisms. Components that deal with the functionality of the application are assigned to a software layer called base-layer or base-level. In object-oriented reflexive systems, objects that reside in the meta-level and base-level are called meta-level objects and base-level objects, respectively.

A comparative study of existing object-oriented reflexive architectures reveals that some associate every base-level object with a single meta-level object called meta-object [21, 38]. Several offer class-wide reflexive facilities: each class is associated with a single meta-class [7, 8, 11, 16]. Some allow groups of objects to be attached to groups of meta-objects [12, 23, 24, 25, 40], by giving every meta-object the responsibility for handling a specific aspect of the system-object interaction. Also, hybrid models [22] exist.

Due to their inherent structure, the existing reflexive architectures may induce developers to create complex meta-objects that, in an all-in-one approach, implement many policies (management aspects) of an application or, alternatively, to construct coherent but tightly coupled meta-objects and objects. Both alternatives hinder reuse, maintenance, and adaptation of an application, especially of its meta-level, as it is where most of the adaptations tend occur in an open architecture. Evidences obtained from the study of applications implemented using these architectures show that there is room for improvement of the mechanisms that give support to adaptation and transparent loose coupling.

This paper describes the reflexive architecture of Guaraná, a flexible language-independent metaprotocol that encourages the creation of highly coherent, loosely and transparently coupled meta-level objects. An application developed within Guaraná’s framework is easily adapted to conform to new requirements, and the implementation of meta-level requirements can be easily reused in other applications. Section 2 contains an introduction to computational reflection, as used to support open architectures. Section 3 describes the software architecture and meta-level protocol of Guaraná. Finally, in Section 4, we present some conclusions and discuss future work.

Along the text, we are going use diagrams to illustrate the main characteristics of Guaraná. The graphical conventions used in these diagrams are those of UML (Unified Modeling Language) sequential diagrams [29]. Figure 1 specifies the semantics of such diagrams.

2 Computational Reflection

Computational Reflection [21, 32] is a technique that allows a system to maintain information about itself (meta-information) and use this information to change its behavior (adapt).

This is achieved by processing in two well-defined levels: functional level (also known as base level or application level) and management (or meta) level. Aspects of the base level are represented as objects in the meta level, in a process called reification (Section 2.1). Meta-level architectures are discussed in Section 2.2 and reflexive languages in Section 2.3. Finally, Section 2.4 shows the use of computational reflection in the structuring and implementation of system oriented mechanisms.

2.1 Reification

For the meta level to be able to reflect on several objects, specially if they are instances of different classes, it must be given information regarding the internal structure of objects. This meta-level object must be able to find out which methods are implemented by an object, as well as which fields this object contains. Such base-level representation, that is available for the meta level, is called structural meta-information. The representation of abstract language concepts as objects is called reification.
The meta-diagram above shows the subset of the UML [29] sequence diagrams notation (formerly known as interaction diagrams) we are going to use in this paper. The first lines of the diagram define one column for each object. The object may be given a name, and the class it is an instance of may be specified. A superclass name may be specified, even if the object is an instance of a subclass thereof.

Time flows downwards. Method invocations are shown as arrows from the caller to the callee. Until the callee returns, its time line is adorned with a rectangle. The return is denoted with a short arrow adorned with a circle; the returned value is specified just below the arrow. Nested invocations are represented by wider rectangles.

The time line of an object that is created during the period this diagram represents starts only when the create pseudo-method is called. Sometimes, this pseudo-method will be explicitly split into calls to pseudo-methods alloc and init: the former just allocates memory for the object, while the latter initializes (constructs) it.

Figure 1: UML Sequence Diagrams

Base-level behavior, however, cannot be completely modeled by reifying only structural aspects of objects. Interactions between objects must also be materialized as objects, so that meta-level objects can inspect and possibly alter them. This is achieved by intercepting operations\(^2\) at the base level, creating operation objects that represent them, and transferring control to the meta level, as shown in Figure 2. As well as receiving reified base-level operations from the interception mechanism, meta-level objects should also be able to create operation objects, and this should be reflected in the base level as the execution of such operations.

In this Section we briefly summarize some of the drawbacks of existent reflexive architectures, which have motivated the creation of of Guaraná. Open C++ [7, 8] and CLOS [16] collapse all the meta-level processing in a single monolithic meta-object. However, there are situations where several mechanisms related to independent requirements have to be combined to serve a single object. The systems above encourage the all-in-one approach for the implementation of these mechanisms in the meta-level,

\(^2\)We use the term operation to denote interactions such as method invocations, field value inquiries or assignments.
The method invocation is intercepted by the reflexive kernel. It is reified as an operation object and passed to the callee’s meta-object. Eventually, the operation is delivered to the callee’s application object. Then, the result of the operation is reified and presented to the meta-level similarly.

Figure 2: Reifying an operation

caller kernel op:Operation res:Result :MetaObject obj:Object

2.3 Reflexive Languages

Several object-oriented languages have already been designed or extended in order to support reflection. Languages such as KRS (3-KRS [21]), LISP (3-LISP [31], CLOS [16]), ABCL (ABCL/R [38] and ACBL/R2 [22]), AL/D (MMRF [24, 25]), C++ (Open C++ [7, 8] and Iguana [12]) and Java (MetaJava [17]) are examples of languages that provide varied levels of support to reflection.

In a totally reflexive system, any kind of meta-information should be modifiable, and any such modification should reflect upon the base-level behavior, in a causally-connected way [21]. Although changing reified operations is possible even in compiled languages, changing structural meta-information is usually possible only in interpreted languages. Some interpreted reflexive languages allow replacement interpreters to be written in the language itself [21, 31, 38]. Such interpreters may change the behavior of the built-in interpreter, and may themselves be interpreted by other replacement interpreters. These interpreters are called meta-circular interpreters.

Extending non-reflexive compiled languages to
support reflection usually involves some kind of source code pre-processing. Such pre-processing adds interception and control mechanisms, so that meta-objects are informed of operations sent to base-level objects and can deliver operations to them. If the original language does not provide structural meta-information, the preprocessor is also responsible for collecting it and arranging that it is available to meta-level objects at run-time.

Some reflection techniques can be used in programming languages that offer none or some very restricted form of the mechanisms used by reflexive systems. These shortcomings usually restrict the form of reflection implemented, limiting the tower of meta-objects to only two levels; the work by Bijnens et al. [3] is an example of this restricted use of reflection. Ideally, reflexive software architectures should allow an infinite tower of meta-objects to be built, that is, objects have meta-objects, meta-objects have meta-meta-objects, and so on.

### 2.4 Transparency

In a reflexive application, the base level implements the main functionality of an application, while the meta level is usually reserved for the implementation of management requirements, such as persistence [28, 33], localization transparency [26], replication [8, 18], fault tolerance [1, 2, 9, 10] and atomic actions [34, 36]. Reflection has also been shown to be useful in the development of distributed systems [6, 20, 35, 39, 40] and for simplifying library protocols [37].

Persistence [28, 33], for example, can be implemented through the interception of update operations sent to an object. The intercepted operations are sent to the meta-level where the object responsible for the persistence mechanism guarantees that changes made to the object are kept in stable storage. Transparency of locality [36] may be achieved by intercepting operations targeted to proxies of objects in other address spaces: meta-level objects in the caller’s address space would forward operations to meta-level objects located in the callee’s address space. Finally, the operation is performed and its result is sent back to the caller.

Reflexive architectures can be used to create applications that attend to certain requisites and later evolve to comply with new requisites, added to or removed from its specification, depending on how their environment evolves. As an example, consider the case of an application whose objects are persistent but not replicated. Later, due to the requisite of availability, some of its objects have to become replicated. Persistence and replication, in a reflexive architecture, can be implemented at the meta level of the architecture. The addition of these mechanisms can be transparent or not, depending on the coupling and interception mechanisms offered by the architecture. If transparency is guaranteed by the architecture, then the mechanisms that implement various non-functional requisites of applications can be associated selectively and transparently to groups of objects of the application, independently of their base classes (type), favoring adaptability.

### 3 The Meta-level Protocol of Guaraná

One of the most important features of a reflexive architecture is its meta-level protocol. This is also valid for Guaraná, its meta-level protocol is greatly responsible for the communication and coupling pattern that induces software developers to create well-structured and adaptable configurations of meta-objects.

This Section begins with considerations on highly desirable characteristics of Guaraná’s underlying system (a programming language and/or an existing reflexive kernel) could have to facilitate its implementation. Next, we present Guaraná’s meta-level protocol, namely, meta-objects and composers and the coupling patterns they induce on meta-objects. Then, we show how these components can be combined to form meta-configurations. They are the key to the creation of highly coherent and loosely coupled—adaptable—implementations of well-structured object-oriented designs. Finally, we discuss some security aspects of the Guaraná reflexive architecture.

#### 3.1 The kernel of Guaraná

The basic architecture of Guaraná, its kernel, can be implemented atop of any software platform, with different levels of difficulty, depending on how close the mechanisms implemented by the platform are to the mechanisms necessary to implement Guaraná.

The kernel realizes the following basic mechanisms: (i) operation interception and reification, (ii) dynamic binding and invocation for objects of the
meta level, and (iii) maintenance of the structural meta-information.

3.2 Meta-Objects

We define a meta-object as a compoundable meta-level object responsible for implementing part of the reflexive behavior of an application. Every object may be directly associated with either zero or one meta-object, called the primary meta-object of that object. Its role is to observe all operations targeted to its associated object, as well as their results. The observation is guaranteed by the interception and reification mechanisms implemented in the kernel.

Software engineering techniques, inclusive object-oriented, recommend the design and implementation of highly coherent and loosely coupled objects. One of the interesting attributes of Guaraná is its support for transparent loose coupling between objects. In Guaraná, unlike most of the other existing reflexive architectures, base-level objects do not refer to their meta-level counterparts; they are not allowed to obtain references to their meta-objects. Coupling between object and meta-object is supported by the interception and reification of operations and by a dynamic binding mechanism; the kernel method reconfigure is responsible for binding objects to their meta-objects.

A primary meta-objects inspects operations and reflects about their contents, yielding one of three possible outcomes:

- a result. This result will be regarded by the kernel as if it were produced by the actual execution of the operation.
- a replacement operation. The kernel will discard the original operation and deliver the replacement to the base-level object.
- None of the above, i.e., the kernel delivers the original operation to the application object.

In the alternatives where the meta-object does not return a result, it may signal to the kernel that it intends to inspect or even modify the result of the operation.

After the operation is performed its result is reified and presented to the primary meta-object, if it asked for that. At this point, the primary meta-object may perform any appropriate action. If the meta-object had asked to modify the result of the operation, it may provide a different result to be considered the result of the operation.

3.3 Composers

Guaraná allows multiple meta-objects to be (indirectly) associated with an application object. This design creates the problem of organizing the flow of intercepted operations through the meta-objects. A specialized form of meta-object called composer is responsible for the enforcement of the policies that give structure and order to the flow of operations delegated to meta-objects.

Composers can be used to group meta-objects that are commonly used together, and these groups can be composed further, forming recursive, potentially infinite, hierarchy of meta-objects. These groups can be used as building blocks for setting up complex meta-level configurations.

We have implemented a sample (yet very useful) type of composer: the sequential composer. It organizes meta-objects in sequence, mostly like a stack: operations are fed to meta-objects descending in the stack, whereas results are presented in the reverse order to meta-objects that have requested to inspect them or to change them. Figure 3 illustrates the behavior of a sequential composer.

A concurrent composer might have been implemented too: it would present an operation to all meta-objects concurrently. Some may generate results or actions that conflict with those generated by others. In order to cope with this situation a default adjudicator could be provided: it would raise an exception to signal the conflict. Specializations of this composer may add intelligence to the adjudicator, so that it is able to solve some conflicts.

Other more specialized composers can be implemented, as well as other generic implementations that handle conflicts in different ways, or that specify different policies for ordering the flow of operations forwarded to meta-objects. Composers may also be used to filter operations that need not be forwarded to certain meta-objects.

To guarantee adaptability, the design of Guaraná precludes non-composer meta-objects of maintaining direct references to other meta-objects. However, meta-objects may have to interact. To illustrate the need for interaction, consider the case of a persistent aggregate object. Making the whole aggregate persistent requires the application of the persistence mechanism to each of the component objects.
An operation \( \text{op} \) is intercepted by the kernel and passed to a sequential composer, which is the primary meta-object of the target object of the operation. Next, the composer forwards it to meta-object \( a \), that asks not to be informed about the result of the operation. Then, to meta-object \( b \), that produces a replacement operation \( \text{op2} \), and asks to inspect the result. Finally, to meta-object \( c \), that gets the replacement operation, and asks for permission to modify the result. After the operation is delivered, its result \( \text{res} \) is presented to meta-object \( c \), that modifies the result to \( \text{res2} \). Then, meta-object \( b \) is informed of the replaced result \( \text{res2} \), but meta-object \( a \) is not. It is interesting to note that meta-objects \( a \), \( b \) or \( c \) could be composers themselves, delegating operations to other meta-objects.

Figure 3: Sequential composition of meta-objects

In this case, the meta-objects of each component must communicate to ensure that all components have their state saved to stable storage. Guaraná implements a broadcast operation that can deliver arbitrary messages to all meta-objects associated with an application object.

### 3.4 Meta-configuration management

When an application starts up, every object has an empty meta-configuration, that is, no object is subject to reflection. The application may create non-reflexive objects and meta-objects, and associate them by asking the Guaraná kernel to reconfigure the object’s meta-configuration with a given meta-object.

If the object had a meta-configuration already, the previous meta-configuration would be asked to analyse the requested meta-configuration, and set up the new meta-configuration to be used. It may accept to be completely replaced by the new meta-configuration, it may refuse to change at all, it may incorporate itself the new meta-configuration, or create a completely new meta-configuration, as depicted in Figure 4. Note that, when the kernel invokes the method reconfigure of the primary meta-object, it inserts the primary meta-object itself as an argument of the call. This allows the meta-object to know that
This figure shows an arbitrary object issuing a request to change the primary meta-object of object o. The requester intends to have meta-object n as the primary meta-object of o. However, meta-object m is its primary meta-object, so m is asked to decide what the new meta-configuration is going to be. It decides to create a composer c, that will delegate to both m and n, and returns this new composer, which is, from then on, the primary meta-object of object o.

Figure 4: Reconfiguring an object’s meta-configuration

it is the root of the reconfiguration that should take place.

If the object whose meta-configuration was to be reconfigured did not have a meta-configuration yet, a message with the object and its suggested meta-configuration will be broadcasted to the meta-configuration of the object’s class, whose meta-objects may modify the meta-configuration to be used. The message will also be broadcasted to all superclasses of the object’s class, so that any class will be able to reject or modify reconfiguration requests of its previously non-reflexive instances.

In addition to a method that replaces the whole meta-configuration of an object, the kernel of Guaraná provides an additional method that allows the caller to specify which meta-object should be looked for and replaced. This reconfiguration request walks through the meta-configuration just like a broadcast message. Each meta-object should check whether it is the root of the meta-configuration; if it is not, it should return itself, ignoring the request. If it is, it should examine the proposed meta-object to replace it and decide what to do, just like the primary meta-object in Figure 4. Hence, when a meta-object does not have to know whether it is the primary meta-object or if some composer refers to it in order to be able to replace itself. Furthermore, an external object needs not know whether a meta-object it knows inside a meta-configuration is the primary meta-object or not in order to reconfigure it.

3.4.1 Propagation of meta-configurations

The meta-level protocol of Guaraná defines the way meta-configurations for newly-created objects are established. Whenever a reflexive object creates another object, just after the system allocates memory for the new object, but before it is initialized (constructed), the primary meta-object of the creator is asked to provide a primary meta-object for the new object. It may create a new meta-object, or return itself, or even suggest that the new meta-object should have an empty meta-configuration. If the primary meta-object was a composer, it may create a new composer, and ask each meta-object it delegates to suggest a meta-object to occupy its position in the new object’s meta-configuration.

After the meta-configuration of the new object is established, a NewObject message is broadcasted to the meta-configuration of the new object’s class, so that the class can affect the meta-configuration of its instances. Particularly, the class’ meta-configuration may prevent the instantiation of objects whose meta-configurations do not satisfy class-specific requirements.

A particular instance of this situation is when proxy objects are created. The kernel of Guaraná
provides a method that creates a proxy object of a given class and associates it with a specified primary meta-object. This method allocates memory for an object without constructing an actual object there, and it is quite useful for transparent distribution and for re-instantiating objects previously saved in stable storage.

Just after establishing the meta-configuration of the proxy object, a message of type NewProxy is broadcasted to the proxy object's class. NewProxy is a subclass of NewObject, but classes' meta-configurations may prevent the creation of proxy objects by throwing exceptions when presented NewProxy messages.

3.5 Security

The need for what we call the security model of Guarana, in a reflexive architecture, is the same as for data encapsulation in an object-oriented architecture. By completely hiding from the base level details of the implementation of the meta level, we help ensure a proper separation of concerns between the application level and the management level. Furthermore, by preventing arbitrary interactions of the base level with the meta level, we make it possible to prove that the implementation of meta-objects is correct, no matter what base-level object they are associated with. The same reasoning would leave us to prevent meta-objects from accessing objects they are not associated with.

Some design decisions that support these goals have been exposed already:

- it is not possible to obtain a reference to any meta-object associated with an object, unless the meta-object itself is willing to provide such a reference;
- it is possible to request for a modification of the meta-configuration of an object without previous knowledge of any of its component meta-objects, but any modification must be approved by the existing meta-configuration;
- the meta-configuration of an object defines an execution context that can be propagated to whatever additional objects this object creates;
- a class is able to prevent instances that would violate internal security constraints from being created.

The hierarchical organization of meta-objects in a meta-configuration may be seen as directed graph, but it is likely to be an acyclic one, and most likely it will be a tree. The primary meta-object lays on the root of the tree, and composers are parents of meta-objects they delegate to. This view suggests a natural definition of a hierarchy of control of meta-level processing. Meta-objects closer to the root of the tree are able to filter out messages, operations, results and reconfiguration requests, preventing that they reach untrustworthy components of their sub-trees. Furthermore, in the operation and result handling protocol, a meta-object that is higher in the hierarchy may decide not to accept a replacement operation or a result provided by a meta-object it delegates to.

There is an additional issue regarding meta-level security, which has to do with the ability to create meta-level representations of operations targeted to a base-level object. In principle, only component meta-objects of the meta-configuration of an object should be able to create operations targeted to that object. On one hand, this provides an apparently reasonable security constraint that prevents any object from gaining privileged access to any other object. On the other hand, this model may be excessively restrictive on some situations, because such meta-objects might prefer to delegate their power to other meta-level objects. Furthermore, this model would provide an all-or-nothing authorization control: the meta-objects of an object would be able to create any operation targeted to the base-level object, which might be undesirable if we would rather restrict the set of operations available for meta-objects.

Given this analysis, we have come up with a solution based on operation factories. The primary meta-object of an object is given an operation factory, an object that is capable of creating any operation targeted to the base-level object the meta-object is associated with. It may distribute this operation factory to other meta-objects is delegates to, or to other meta-level objects that may need to create operations targeted to the base-level object. However, it may create another operation factory that refuses to create certain kinds of operations, but that delegates valid requests to the operation factory it had access to. Then, it may distribute such restricted operation factories to its sub-meta-objects.

This model allows the operation creation control mechanism to resemble the meta-objects hierarchy-objects, without requiring lower meta-objects to have
references to higher ones. A similar mechanism for result objects is not necessary, since results are always returned by lower meta-objects to higher ones, whereas operations may be created and performed.

An important fact to note is that an operation created in the meta-level is never performed before the primary meta-object associated with that objects determines so, after handling the message. This is important because, even if an operation factory becomes invalid—it does so whenever the primary meta-object changes—an evil meta-object might have created an operation while the operation factory was still valid. This operation will not be delivered to the target object before it is handled by the current object's meta-configuration. If the primary meta-object of a meta-configuration changes while an operation is being handled, an abort result will be presented to the previous primary meta-object, and the operation handling is restarted with the new primary meta-object.

It is possible to create invalid operations—that refer to inexistent methods or fields, or whose types or argument counts do not match the expected ones. Such operations might have been rejected at operation creation time, but we decided to postpone this verification to the moment just before the operation is delivered, or whenever a meta-object requests so. The rationale is that one may create additional pseudo-fields or pseudo-methods in an object, that are only accessible from the meta level. Such invalid operations will never be delivered to the target object: meta-objects should create suitable results or replacement operations but, if they do not, the operation will fail, and its result will be an exception indicating this failure. This feature has proven to be useful for creating pseudo arrays that map into databases, for providing advanced overload resolution mechanisms and for sharing data among meta-objects in a safer way than using broadcast messages—because only the components of the meta-configuration or objects authorized by them may create such operations.

An operation factory can be used to create do-nothing operations, that act as mere placeholders until they reach a particular meta-object that replaces it with another operation. This makes it possible for a meta-object to create an operation that will only be observed by meta-objects that are placed after itself in a sequence of meta-objects.

3.6 Libraries of Meta-Objects

The meta-level protocol of Guarani was designed in a way that makes it possible to create libraries of meta-objects that implement specific meta-level behaviors, and to easily compose them into complex meta-configurations. A good example of this is MOLDS [27], a Meta-Object Library for Distributed Systems, that provides meta-objects for persistence, distribution, replication, atomicity and migration. Guarani and MOLDS are parts of a larger project [5].

4 Conclusions

As a response to technological changes, such as the massive use of microprocessors, fast networks and bitmapped monitors, the software engineering process has moved from the traditional sequential software production paradigm to an evolutionary model of software development. The sequential approach will remain applicable to those problems in which requirements are well defined and complexity is relatively low. Problems that do not fit into this category will very likely be subject to an adaptive or evolutionary software engineering process. Object-orientation, openness and computational reflection offer promise of shortening development cycles through reuse/adaptation of software developed and tested in the previous iteration of the evolutionary development process. Guarani has been designed to take the benefits of open and reflexive software architectures a step further. We have studied existent open software architectures and determined that they could be improved through the use of composers and meta-objects which allow the implementation of highly coherent and loosely coupled software. Composers and meta-objects form a framework that allows software developers to map a loosely-coupled and highly-coherent object model into an implementation that preserves these properties. The preservation of structural and communication properties in the implementation is essential to facilitate the application of the evolutionary software engineering techniques.

We have implemented this software architecture by modifying a free implementation of the Java Virtual Machine specification [19] (Kaffe, by Tim Wilkinson, available for download from http://www.kaffe.org). The Java programming language, on the other hand, has not been changed
at all: any program created and compiled with any Java compiler will run on our implementation, and it will be possible to use reflexive mechanisms in order to adapt and/or extend them.

A Obtaining Guaraná

Additional information about Guaraná can be found at the Guaraná Home Page, http://www.dcc.unicamp.br/~oliva/guarana. The complete Java API of Guaraná, the source code for its implementation and full papers can be downloaded from there. Guaraná is free software, released under the GNU General Public License, but its specifications are open, so anyone can provide non-free clean-room implementations.
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