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Abstract

Xchart is a research software system that provides tools and facilities for the development of computer human interfaces. Control aspects of distributed reactive system (computer human interface) can be modelled through the use of constructs of the Xchart specification language. In this particular domain, greater attention is devoted to the subclass of multi-thread dialogues. Some of the constructs of the language have been tailored for this particular class of dialogue. By means of various tools, the environment supports different development stages ranging from diagram construction in the specification phase, to their execution. A simple example is used to illustrate Xchart’s main features.
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1 Introduction

The development of computer-human interfaces (interfaces, for short) can be split into two different stages: the interaction design and the construction of the corresponding software (right of figure 1). The interaction design is an activity carried out by experts of different areas with no “golden rules” to assure the desired quality. It determines how an interface should look like and how it should behave. Consecutive software design of the desired interface and its implementation is also known to be a non-trivial task. Despite of steady progresses, many challenges still remain [8]. This work proposes a visual language called Xchart and a corresponding environment for the development of the control components of an interface. Xchart is well suited to describe complex multi-thread dialogues, ie simultaneously active dialogues which allow the final user to carry out several interacting, concurrent and possibly distributed tasks. This kind of dialogue are becoming more and more used and
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1Project that deals with the development (specification and implementation) of user interfaces. Just as a curiosity: the 22nd letter of the greek alphabet (X e χ) is identified in English by the name CHI which represents the acronym of Computer-Human Interface.
represent one of the obstacles to interface development [6, 8]. The Xchart language represents a proposal for the specifications for the complex dialogue and the Xchart environment supports the generation and execution of software which implements those dialogues.

The design of the Xchart language is an outcome of earlier experiments with statecharts [2] used during the development of interface dialogue control [5]. The major difficulties during this earlier stage subsidized the proposal of changes and additions to the statechart notation which produced the Xchart language. The statechart notation was originally conceived to describe control aspects of applications belonging to a relatively wide range category of reactive systems with static architectures [2].

The environment briefly described below intends to give support to the user of the Xchart language in tasks related to the specification and implementation of complex dialogues. The environment provides editor, a compiler (Xchart → C++) and a module capable of executing possibly distributed specification described in Xchart. A code generation method from statechart specification has been proposed in [4]. This method contributed to the definition of the corresponding environment as well as other related work. An Xchart simulation, as done for statecharts [1], has not yet been considered.

Some concepts and the context of the present work. The left side of the figure 1 presents a reactive system divided in two major components: the interface and the application. The application represents the component responsible for the functionality of the system and its development is beyond the scope of the present work. A significant part of what is produced in software engineering is devoted to the development of this particular component. The ultimate purpose of the interface is to give access to the end user to the application's functionality and to present results produced by the latter. An interface may be divided, as illustrated in the central part of the figure 1, into three layers: presentation, dialogue and interface with the application. The dialogue layer may be related to the syntax of the interaction between the end user and the application. One of the first notations used to describe the control flow of interface dialogues was the BNF normally used to describe grammars of programming languages. Very soon it was replaced by more intuitive STD's (state transition diagrams). Shortcomings of STD's were responsible for the definition of RTN's (recursive transition networks). Extensions made on RTN's produced ATN's (Augmented Transition Networks). More recently statecharts were proposed which combine elegantly concurrency, hierarchy and communication. A relatively great number of related projects use this particular notation or variants to specify dialogue control. Some difficulties
run into while using statecharts control aspects of interfaces are described in [5]. In the present work a statechart extension, called Xchart, is being used.

Issues related to interaction design are not of a direct interest to the present work. For its scope, the development of an interface starts with a description of an interaction design produced by appropriate experts and is concluded with its implementation (software). The right side of figure 1 characterizes these two domains. The Xchart language was designed for the development stage in order to support software engineers during the construction of computer-human interfaces.

Notations (like the UAN – User Action Notation [3]) have been specifically designed for the description of interaction designs. They mostly provide minimal support for products of later development activities which have to be captured by other notations of different kinds. The difficulties of implementation, costs and required time related to the use of a variety of notations, tend no inhibit the interaction designer who tries to avoid the use of “expensive” facilities as, for example, more elaborated dialogues. The Xchart notation may be used as well to describe a part of the interaction design related to control aspects of an interface.

The implementation of complex dialogues has to take into consideration typical aspects of concurrent programming (as race conditions and communication). Concurrent programming languages have been considered to describe complex dialogues. They have originally been designed, however, for the implementation phase and they do not contribute to the reduction of the complexity at the specification phase since many implementation aspects have already to be considered very early on and programmed painstakingly in an error-prone process and hard to change. The Xchart notation provides facilities to describe control and, since it is formal, it allows to transfer the complexity related to the implementation of the control to the environment which generates and executes the appropriate code. Even specific languages designed for the development of interfaces do not in general provide more sophisticated facilities to capture control aspects. They handle equally all of the components of an interface or focus on different aspects related mostly to the presentation [7].

The major difficulty related to those languages is not related to their inherent limitations, but to the absence of a more intensive use of specification languages and to the gap between methods generally employed to produce interfaces to the necessities of the developer. Our experiences with Xchart, on the other hand, reveal that the proposal presented harmonizes with tools commonly used to develop interfaces: toolkits and C++ [9].

Text structure. Section 2 describes the execution model of the Xchart language. Section 3 illustrates its use and Section 4 is dedicated to the final remarks.

2 The Xchart Model

In order to understand the structure of a system developed in Xchart it is necessary to understand the typical organization of systems which support complex dialogues or which allow a concurrent execution of an interface and its related application. The concurrency may be present solely in the application, in the interface, or both. Even relatively simple applications may have this kind of profile. Interactive systems responsible to maintain many distinct presentations of a same information or even those which allow the end user
to interact while running the application concurrently are examples of this kind of systems.

![Diagram of Interface and Application](image)

**Figure 2:** Typical relationship between threads.

The figure 2 illustrates the most common situations. Each box represents a different thread which may or may not be interacting with the end user. A thread is assumed to be an execution entity with a unique identifier. A process may hold many threads eventually run on different processors. Each of them may contain zero or more objects (grain of control in Xchart). These objects may be related to the dialogue of an interface, the control of the application or the communication manager between those entities. From now on, each thread which executes objects or code of the application and/or interface shall be called a client.

In this scenario, clients are scattered on different nodes of a network, create and destroy objects, exchange data and get synchronized by means of services provided by the runtime system (rs). The left part of figure 3 presents the runtime system described in terms of layers on the right side of the same figure. Objects and the runtime system interact asynchronously.

![Diagram of Objects and Runtime System](image)

**Figure 3:** Relationship between objects and the RS. RS's architecture.

Figure 3 (left) presents $m$ distributed objects executing on processors $P_1, P_2, \ldots, P_n$. In general $m \neq n$ as well as different of the total number of clients. The distribution manager (DM) is responsible for the support of the concurrent execution of those objects. On each processor with clients a reactive kernel (RK) is running to give support to the execution of Xcharts. An RK provides the behaviour of each object according to its Xchart specification passed as a parameter at the occasion of a reaction to an event which has the particular object as its target.

The communication between an RK and its clients is being illustrated on the right side of figure 4. Through the client programming interface (CPI), the objects have access to the facilities provided by the Xchart runtime system. The event queue contains events, data
Figure 4: Xchart’s distribution model and the communication between the RK and clients.

or service requests to be handled by the RK. For instance, a client may generate an event related to an action of the end user (Help key pressed) and signal immediately through the CPI its occurrence (followed by the related data, if the case) to the RK. The RK, if necessary, contacts the DM and gets/supplies the information needed to perform the reaction according to the relevant Xchart specification. Whenever methods (implemented by the clients) take part in a reaction, they are invoked. The runtime system is responsible for the invocation of those methods. (Note: Objects and methods are used in the same sense as in C++) Parameters required by methods may be passed as data (provided by clients) attached to events.

The data flow related to the runtime system is illustrated in figure 5. The RK interprets a given Xchart specification (Xchart) associated to an object (ObjectId), target of an event (Event, possibly carrying data) and the configuration (set of its active states) plus control variables of this object (Status). The RK may need some information locally available or execute internal routines (Internal reaction) in order to obtain distributed information. The output of the RK is put in the reaction queue of the target object. The CPI library linked to the client’s code invokes the required methods according to the information being held in the reaction queue. During the execution of a specification changes of control variable values and of the object’s configuration are common place. Thus, the prior Status may be altered and produces a New Status.

The Distribution Manager (figure 4) does not handle the information received from or sent to the RK’s, but provides solely services (like communication facilities, name server and atomic transaction mechanism). An RK request may lock/unlock a shared resource, get/update a value of a control variable as well as obtain information about Xcharts configurations running on remote RK’s. In short, an RK is responsible for the interpretation of client behavioural specifications executing on a given node of a network whenever they are targets of events. Information about the state of control variables and of the configuration of a specific Xchart may be requested by a variety of active RK’s. The DM takes care of the communication between RK’s. The steps described below illustrate the typical behaviour at runtime of a system developed in Xchart:

1. Clients create objects.
(2) An event $e$ is signalled to an object $O_k$ executing on a processor $P_i$ via CPI. Data is possibly associated to the particular event.

(3) The RK reacts to the occurrence of $e_i$. This reaction is derived from the active Xchart specifications and possibly locks control variables, updates values and invokes routines. If data is associated to the event, then the RK starts as well a transfer of the associated data to all Xcharts where $e$ provoked a perceivable reaction. A reaction may be seen as an addition of various elements to one or more reaction queues.

(4) The library linked to the client code calls the methods selected by a reaction.

Only after a reaction ceases, a new event may be signalled to an RK. The development process is briefly presented in figure 6. The software design of a client is related to the interface as well as to the application software design. The interaction model of an interface with a client is a provided abstraction used by the client code to signal events to Xcharts and to get hold of the resulting control tags. At the moment there are pre-defined classes which provide the access to the runtime system while methods of objects belonging to a client represent the mechanism used by the runtime system to express changes of the current state of Xcharts. The CPI library is responsible for the invocation of the client methods and it is linked to its code. The result is a module of complex behaviour, whose synchronization and communication with other clients is carried out by the runtime according to the Xchart specification of each object associated to the client.
3 Example: a spelling checker

A spelling checker for the Portuguese language is in use at the DCC/IMECC/UNICAMP for over two years. Its input may be provided in four possible formats. Each word is checked against words in a basic dictionary and, if not found in this dictionary and possibly other supplied dictionaries by the user, it is declared as an unknown word. For unknown words alternatives may be suggested. A variety of interface prototypes have been produced for the spelling checker. The version presented here is the latest one. The latest prototype allows the exchange of an unknown word by a suggested alternative in the submitted text. A more detailed description of the spelling checker is beyond the scope of the present paper. Figure 7 captures an interaction snapshot with the spelling checker.

Figure 7: Interaction snapshot with the spelling checker.

A set of (Unix-like) tools implement the functionality of the spelling checker. These tools are clustered together in the Application module depicted in figure 8. One process runs application code and another one code related to the interface. The communication between both processes is performed via Xchart events.

Figure 8: Data flow between interface and application.

Figures 9 and 10 illustrate the behaviour of the spelling checker related to its more common tasks: text verification, search and replacement of words. The state Spelling Checker on the left side of the figure is the ancestor of the state Editing with a small triangular tag which indicates that it does not represent a basic state. The state Main is activated and consequently the state Neutral, since it is the first time that Main has been activated.
Once more it is important to point out that the control aspects described by means of an Xchart triggers actions belonging to the interface and the application. For example, whenever the state Neutral becomes active for the first time, the window presented in figure 7 is produced as a result of those actions. In a similar way initialization procedures may have some effect from the applications point of view.

An other example: Within the state Select Word there are various action specifications similar to transition labels. The difference in terms of behaviour is that if an event referred to within a particular state occurs the related action is triggered without changing the configuration of the Xchart, i.e. no deactivation of states followed by activations take place. For this reason the action specified at the right lower corner of the state Editing causes the execution of the action \texttt{save}() whenever this state is active and the event \texttt{save} occurs. This action causes a semantic action (the application must save information to the relevant file) as well as a lexical (the interface provides feedback information to the user indicating that information has been downloaded to the relevant file). Similarly to the presentation of the initial window while state Neutral is active, the contents of the corresponding file is presented to the user when the state Editing is active.

Still another peculiar Xchart features is shown in figure 9. Although the specification of the spelling checker is composed of a collection of isolated Xcharts, they operate all concurrently from the conceptual point of view. In other words, the states Dictionaries, Spelling Checker and Check Word may all be active at the same time. In this particular case, a sequential implementation (a sole processor) of these Xcharts is equivalent to a particular serialization of their executions. If state Neutral of Editing is active and the event \texttt{dic} is generated in accordance to the specification, then the event \texttt{show} shall be signalled to all other executing Xcharts. This means that the event \texttt{show} is inserted in the event queues of the other Xcharts. The state Dictionaries may be particularly be affected by this event.

Figure 9: Basic Xcharts of the spelling checker.

The left side of figure 10 describes the behaviour of the system related to the dialogue box employed by the end user to provide a set of complementary dictionaries to be considered by the spelling checker. When state Dictionaries is activated, the substate Wait is as well
activated by default. The Xchart remains in this particular state until the event *show* is generated by the end user. This event captures the intention of the user to modify the set of dictionaries in use at this particular moment. Only after the occurrence of this event the dialogue box is made visible to the end user. If a new dictionary is to be added, the event *add* deactivates the current state (*Neutral* or *Altered*) as well as the state *Activated* and then activates the state *Select*. This latter state presents a dialogue box which allows the end user to navigate through the file system and select a particular dictionary to be added to the set of dictionaries in use. The dictionary is added by means of the action *add()* and state *Altered* is activated. If the end user does not want to continue, then the event *cancel* restores the prior state by entering via history into state *Activated*.

The right side of figure 10 represents the behaviour of the dialogue box related to the checking of a particular word.

![Diagram](image)

Figure 10: State Dictionaries and state Check Word.

The specification of the spelling checker sketched out above only uses a subset of the facilities provided by the notation and the environment. Nevertheless it is adequate to illustrate the basic concepts. Once a behaviour is described in terms of an Xchart its implementation has to follow. For each Xchart specification, a C++ class is generated by the environment. All generated classes are abstract classes and must be inherited by classes which implement the clients. The latter ones must define the methods which shall be invoked whenever a reaction to particular events take place in accordance to the relevant Xchart specification. For instance, on the right side of figure 10 one of the Xcharts is shown which integrate the behavioural specification of the spelling checker’s interface. In figure 11 the class which implements the object of the corresponding client is shown. The class *myCheckWord* inherits from class *CheckWord* which is generated by the environment. This inheritance is sufficient to allow the CPI invoke appropriate methods, whenever necessary.

Current state. The implementation of the example uses a version of the RK which does not yet handle all facilities provided by the Xchart language [4]. In parallel to the definition of the intricate semantics of the Xchart facilities, the corresponding implementation of the RK is evolving. An Xchart editor which handles hierarchies presented in a tree-like fashion (instead of nested nodes with rounded corners) and controls the specialization of inherited behaviour, an Xchart parser and the services needed for the distribution are being designed and implemented. Small prototypes of distributed systems have already been built
to validate the presented proposal. Priority has been given to decisions concerning the typical organization of interface code. For instance, the use of objects responsible for providing control allow that widgets give support to complex behaviour without abandoning policies adopted by toolkits.

4 Final Remarks

Experiments with statecharts helped to identify improvements and additional constructs for the specification of dialogue control in distributed environments [5]. The present work presents Xchart, a product of these experiments, as well as an execution model and an environment to aid the development of complex dialogues. The environment represents an extension of an earlier work [4].

More Xchart specifications have to be built and analysed in order to validate the concepts presented in this paper. A fine tuning shall probably be carried on as a result of new experiments. An integration of the new facilities with a toolkit devoted primarily with presentation aspects of an interface into a sole environment is expected.

For a designer Xchart provides appropriate abstractions to describe control aspects of interfaces. The corresponding sophisticated code is not anymore produced by application programmers neither “vanishes,” but it is produced automatically by the environment by means of objects. For graphical interface programmers, Xchart extends toolkits with facilities they do not provide in general: sophisticated control mechanisms.
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